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# 概述

在面向对象编程中，我们之前学过的所有结构化编程构造仍然适用。然而，将那些构造封装在类中，可以创建更大，更有条理以及更容易维护的程序。从结构化的、基于流程控制的程序转向面向对象的程序，是思维模式的一个根本性变化。

与面向过程相比，面向对象的一大优势是，不需要完全从头创建新的程序。相反，可以将现有的一系列对象组装到一起，用新的功能来扩展类，添加更多的类，然后将一切重新组装起来，以提供新的功能。

那么什么是面向对象编程呢？简单来说面向对象编程是“以对象为中心的编程”，其英文是“Object-Oriented Programming”，也就是从物体的角度来编程。通过面向对象，现实世界事物的特性和功能被组织为逻辑上相关的数据项和函数的封装集合，称之为类。

比如，我们创建一个宠物狗养成游戏。这个狗的皮毛，身材都会随着时间而变化；此外，它还可以打滚、吐舌头，吠叫等。在C#的面向对象思想中，皮毛、身材特性被封装为数据成员，而打滚等动作被封装为函数成员。下面的代码实现了狗的模拟。

|  |
| --- |
| public class Dog{  public int dogSize = 1;//数据成员： 存储狗的大小信息  public string dogSkin = "red";//数据成员： 存储毛发颜色  public void roll()//函数成员：实现打滚动作  {  ;  }  public void stick()//函数成员:实现吐舌头动作  {  ;  }  public void bark()//函数成员：实现吠叫动作  {  ;  }  } |

## 面向对象的三大特性

面向对象的三大特性：封装、继承、多态

所谓封装，也就是把客观事物封装成抽象的类，并且类可以把自己的数据和方法只让可信的类或者对象操作，对不可信的进行信息隐藏。封装是面向对象的特征之一，是对象和类概念的主要特性。 简单的说，一个类就是一个封装了数据以及操作这些数据的代码的逻辑实体。在一个对象内部，某些代码或某些数据可以是私有的，不能被外界访问。通过这种方式，对象对内部数据提供了不同级别的保护，以防止程序中无关的部分意外的改变或错误的使用了对象的私有部分。

所谓继承是指可以让某个类型的对象获得另一个类型的对象的属性的方法。它支持按级分类的概念。继承是指这样一种能力：它可以使用现有类的所有功能，并在无需重新编写原来的类的情况下对这些功能进行扩展。 通过继承创建的新类称为“子类”或“派生类”，被继承的类称为“基类”、“父类”或“超类”。继承的过程，就是从一般到特殊的过程。要实现继承，可以通过“继承”（Inheritance）和“组合”（Composition）来实现。继承概念的实现方式有二类：实现继承与接口继承。实现继承是指直接使用基类的属性和方法而无需额外编码的能力；接口继承是指仅使用属性和方法的名称、但是子类必须提供实现的能力；

所谓多态就是指一个类实例的相同方法在不同情形有不同表现形式。多态机制使具有不同内部结构的对象可以共享相同的外部接口。这意味着，虽然针对不同对象的具体操作不同，但通过一个公共的类，它们（那些操作）可以通过相同的方式予以调用。

## 面向对象编程的五大原则

### 单一职责原则（Single Responsibility Principle）

单一职责原则，其核心思想为：一个类，最好只做一件事，只有一个引起它的变化原因。单一职责原则可以看做是低耦合、高内聚在面向对象原则上的引申，将职责定义为引起变化的原因，以提高内聚性来减少引起变化的原因。职责过多，可能引起它变化的原因就越多，这将导致职责依赖，相互之间就产生影响，从而大大损伤其内聚性和耦合度。通常意义下的单一职责，就是指只有一种单一功能，不要为类实现过多的功能点，以保证实体只有一个引起它变化的原因。

### 开闭原则（the Open Closed Principle OCP）

一个模块在扩展性方面应该是开放的而在更改性方面应该是封闭的。因此在进行面向对象设计时要尽量考虑接口封装机制、抽象机制和多态技术。该原则同样适合于非面向对象设计的方法，是软件工程设计方法的重要原则之一。我们以收音机的例子为例，讲述面向对象的开闭原则。我们收听节目时需要打开收音机电源，对准 电台频率和进行音量调节。但是对于不同的收音机，实现这三个步骤的细节往往有所不同。比如自动收缩电台的收音机和按钮式收缩在操作细节上并不相同。因此， 我们不太可能针对每种不同类型的收音机通过一个收音机类来实现（通过重载）这些不同的操作方式。但是我们可以定义一个收音机接口，提供开机、关机、增加频 率、降低频率、增加音量、降低音量六个抽象方法。不同的收音机继承并实现这六个抽象方法。这样新增收音机类型不会影响其它原有的收音机类型，收音机类型扩 展极为方便。此外，已存在的收音机类型在修改其操作方法时也不会影响到其它类型的收音机。

### 里氏替换原则 (the Liskov Substitution Principle LSP)

子类应当可以替换父类并出现在父类能够出现的任何地方。这个原则是Liskov于1987年提出的设计原则。它同样可以从Bertrand Meyer 的DBC (Design by Contract) 的概念推出。

　　我们以学生为例，夜校生为学生的子类，因此在任何学生可以出现的地方，夜校生均可出现。这个例子有些牵强，一个能够反映这个原则的例子时圆和椭圆，圆是椭圆的一个特殊子类。因此任何出现椭圆的地方，圆均可以出现。但反过来就可能行不通。

　　运用替换原则时，我们尽量把类B设计为抽象类或者接口，让C类继承类B（接口B）并实现操作A和操作B，运行时，类C实例替换B，这样我们即可进行新类的扩展（继承类B或接口B），同时无须对类A进行修改。

### 依赖倒置原则 (the Dependency Inversion Principle DIP)

在进行业务设计时，与特定业务有关的依赖关系应该尽量依赖接口和抽象类，而不是依赖于具体类。具体类只负责相关业务的实现，修改具体类不影响与特定业务有关的依赖关系。

在结构化设计中，我们可以看到底层的模块是对高层抽象模块的实现（高层抽象模块通过调用底层模块），这说明，抽象的模块要依赖具体实现相关的模块，底层模块的具体实现发生变动时将会严重影响高层抽象的模块，显然这是结构化方法的一个"硬伤"。

面向对象方法的依赖关系刚好相反，具体实现类依赖于抽象类和接口。

为此，我们在进行业务设计时，应尽量在接口或抽象类中定义业务方法的原型，并通过具体的实现类（子类）来实现该业务方法，业务方法内容的修改将不会影响到运行时业务方法的调用。

### 接口隔离原则（（the Interface Segregation Principle ISP））

采用多个与特定客户类有关的接口比采用一个通用的涵盖多个业务方法的接口要好。

ISP原则是另外一个支持诸如COM等组件化的使能技术。缺少ISP，组件、类的可用性和移植性将大打折扣。

这个原则的本质相当简单。如果你拥有一个针对多个客户的类，为每一个客户创建特定业务接口，然后使该客户类继承多个特定业务接口将比直接加载客户所需所有方法有效。

# 类和对象

类是抽象的，对象是具体的，对象可以叫做类的实例。类不占内存，对象才占内存。

“人”是类，而“张三”就是“人”这个类的对象，“汽车”是类，你买的那个车（实例）就叫做“车”的对象。

## 类是一种数据结构

类是封装的最小单元，它是逻辑相关的数据和函数的封装，它是一种能存储数据并执行代码的数据结构。它包含以下内容：

* 数据成员：存储与类或类的实例相关的数据。数据成员通常模拟该类所表现的现实世界事物的特性。
* 函数成员：它执行代码。函数成员通常模拟类所表示的现实世界事物的功能和操作。

## 类（class）、对象（Object）和实例（instance）

在非正式的场合，类和对象这两个词经常互换着使用。然而，对象和类具有截然不同的含义。类是一个模板，它定义了一个对象在实例化的时候看起来是什么样子。而对象是类的一个实例。类就像一个模具，它定义了一个零件的样子。对象就是用这个模具创建的零件。我们将从类创建对象的过程称为实例化（instantiation）。

## 类的声明和实例化

### 类的声明

类的声明用来定义新类的成员，它并不创建类的实例，而是创建了用于创建实例的模板。

类的声明需要以关键字class开始，下面的代码是类声明的语法：

|  |
| --- |
| class 类名  {  成员声明;  } |

例如，下面的代码展示了一个myClass类的声明，它包含了一个名为i的数据成员声明和一个名为myMethod的函数成员声明。

|  |
| --- |
| class myClass  {  public int i = 3;//数据成员声明  public void myMethod()//函数成员声明  {  ;  }  } |

### 类的实例化

一旦类被声明，就可以创建类的实例。C#使用new关键字来实例化一个对象。

类是引用类型，这意味着要实例化时为数据引用和实际数据两者都申请内存。所以，类的实例化要分为两个步骤：

* 创建类类型的变量，用来保存实例化对象的引用。

|  |
| --- |
| myClass myC;  **变量名称**  **类名称** |

* 使用new关键字为指定类型的实例分配并初始化内存，之后把引用赋值给类类型的变量。

|  |
| --- |
| myC = new myClass();  **圆括号是必需的**  **类型**  **关键字** |

还可以在实例化时把两个步骤结合在一起：

|  |
| --- |
| myClass myC = new myClass(); |

下边的代码展示了一个名为myClass的类的声明，之后它在aboutClass中被实例化了，创建了该类的对象。

|  |
| --- |
| using UnityEngine;  using System.Collections;  /// <summary>  /// 声明了一个myClass类，它由一个数据成员和一个函数成员  /// </summary>  public class myClass  {  public int myInt = 2;  public void myMethod()  {  Debug.Log("this is myclass");  }  }  public class aboutClass : MonoBehaviour {  // Use this for initialization  void Start ()  {  myClass useClass;//声明类类型变量  useClass = new myClass();//为myClass类分配内存，创建myClass的实例，最后赋值给类变量  }    } |

## 字段和方法

字段和方法是最重要的类成员。字段是数据成员，方法是函数成员。

### 字段

字段是隶属于类的变量，必须在类声明内部声明。作为数据成员，它可以被写入或读取。声明一个字段的语法如下：

|  |
| --- |
| class myField()  {  类型 字段名称;  } |

例如下面的类myField中声明了两个字段：isField和isField2，并将字段isField2初始化，没有初始化语句的字段isField的默认值为0。

|  |
| --- |
| class myField()  {  int isField;//隐式初始化字段的值为int类型的默认值：0  int isField2 = 1;//显式初始化字段的值为1  } |

### 方法

从第7章的学习中，我们知道方法是具有名称的可执行代码，与C和C++中的函数类似，它可以在程序的很多不同地方执行，甚至从其他程序中执行；当方法被调用时，它执行自己所含的代码，然后返回到调用它的代码。与c和c++不同的是，C#中没有全局函数，方法的声明必须声明在类声明的内部。

下面的代码展示了方法应当声明的位置：

|  |
| --- |
| using UnityEngine;  using System.Collections;  /// <summary>  /// 错误的声明位置，c#中没有全局方法。需要在类内部声明  /// </summary>  void myMethod1()  {  ;  }  public class NewBehaviourScript : MonoBehaviour {  /// <summary>  /// 正确的声明位置，在NewBehaviourScript类内部声明  /// </summary>  void myMethod2()  {  ;  }  } |

方法的详细介绍请参考第七章：[方法](#_方法)。

## 扩展方法

|  |
| --- |
| class Program  {  static void Main(string[] args)  {  Person p = new Person();  p.Name = "hao";  //调用扩展方法  p.SayHello();  Console.Read();  }  }  public class Person  {  string \_name;  public string Name  {  get { return \_name; }  set { \_name = value; }  }  }  //1.增加扩展方法第一步：增加一个静态类。  //该静态类与将来要用扩展方法的地方在同一个命名空间下。即便命名空间不一样，用的时候也必须导入该命名空间否则不能使用。  //  public static class ExtMethod  {  //2.向静态类中增加一个静态方法。  //该静态方法的第一个参数就表示要给那个类型增加该方法  //第一个修饰符this是必须的，这里的obj就表示将来调用该方法的那个对象。  public static void SayHello(this Person obj)  {  Console.WriteLine("Hello\t" + obj.Name);  }  } |

案例，添加扩展方法判断是否邮箱

|  |
| --- |
| class Program  {  static void Main(string[] args)  {  string msg = "hyfdbd@163.com";  bool b = msg.IsEmail();  Console.WriteLine(b);  Console.Read();  }  }  public static class Email  {  public static bool IsEmail(this string str)  {  return Regex.IsMatch(str, @"[-0-9a-zA-Z.\_]+@[0-9a-zA-Z.\_]+(\.[0-9a-zA-Z]+)+");  }  } |

## 访问类的成员

在类的内部，只需要使用类成员的名称就可以访问它们。

例如，下面的类声明中声明了两个字段numberA、numberB。在声明的方法sumNumber中使用通过字段名称使用了它们。

|  |
| --- |
| class myClass  {  int numberA = 3;  int numberB = 5;  void sumNumber()  {  int sum = numberA + numberB;//类内部：通过成员名称访问类的成员。  }  } |

从类的外部访问实例成员时，需要使用变量名称和成员名称，中间用点运算符（.）分隔。

例如，下面代码的展示了一个从类的外部访问方法的示例：

|  |
| --- |
| static void Start () {  myClass mc = new myClass();//创建类的实例  mc.sumNumber();// 访问myClass类的函数成员sumNUmber  } |

从类的外部访问静态成员时，需要使用类名称和成员名称，中间也用点运算符分开。

例如，下面的代码展示了访问静态成员的方法。关于静态成员请参考：[静态成员](#_静态成员)。

|  |
| --- |
| myClass.myField = 5;//访问静态成员需要使用类名,而不是变量名称。 |

## 实例成员和静态成员

### 实例成员

类的每一个实例都是不同的实体（有不同的内存分配），它们有自己的一组成员，这些成员关联到该实例，改变该实例的成员的值不会影响到其他的实例。这些关联到实例的成员被称为实例成员。

例如，下面的代码声明一个类myClass，它带有唯一的字段型成员myField。后在Start方法中为类myClass创建了两个实例，每一个实例都有自己的字段型成员myField的拷贝，改变一个实例的字段型成员的拷贝的值不影响其他实例的拷贝的值。

|  |
| --- |
| using UnityEngine;  using System.Collections;  class myClass  {  public int myField = 4;  }  public class NewBehaviourScript : MonoBehaviour {  // Use this for initialization  void Start () {  myClass class01 = new myClass();//创建一个类的实例  myClass class02 = new myClass();//创建第二个类的实例  class01.myField = 5;//改变myClass类的实例class01的myfield字段的值为5；  print(class02.myField);//输出实例class02的字段myField的值。它的值为初始化值4。    }  } |

### 静态成员

默认情况下，成员被关联到一个实例，这样的成员叫实例成员。成员也可以关联到类本身，而不是关联到实例，这样的成员叫静态成员。

静态成员不依赖实例而独立存在。简单地说，即使不创建一个类的实例，我们也可以访问到该类的静态成员。（类似于全局变量，在程序运行时创建，程序结束时销毁）

以下面的代码为例，声明了一个类myClass，它由一个静态成员myField。在Start方法中使用静态成员myFields，不需要实例化类型。

|  |
| --- |
| using UnityEngine;  using System.Collections;  class myClass  {  public static int myField = 3;  }  public class NewBehaviourScript : MonoBehaviour {  static void tart () {  myClass.myField = 5;//访问静态成员需要使用类名，不需要实例化  }  } |

静态成员在平常的OOP编程中与高级的OOP设计中都有重要的地位。

在日常的OOP编程中，有时我们只是想用类来存储一些数据，并不想创建任何类的实例。一方面，为了减少麻烦，不想用new创建实例；另一方面，希望数据集中管理，不想因为不小心创建了多个实例而导致数据存储的分散。那么这时使用静态属性就很方便，只需要在类名后面加上静态成员的名称就可以访问到所需要的数据。

有时我们只希望某个类提供一些服务，不需要创建具体实例时，也可以用静态成员。例如C#中的Math类就包含了多个静态方法用来提供工具性的方法。

除了以上两点外，在高级OOP编程的设计模式（Design Pattern）中静态成员也经常用到。比如应用广泛的工厂模式，著名的Singleton模式、享元模式等。

### 静态成员特点

* 静态成员在整个应用程序中共享同一个值
* 只有当程序退出后，才会释放静态资源的内存
* 静态成员只能通过类名来直接访问，不能通过对象名访问
* 静态类不能实例化对象

所以当多个实例共享一个成员时，可以使用静态成员。当使用一个工具类的时候，可以使用静态类把相关的方法封装到一个类中，方便调用。

## 构造函数

对象的创建和删除是所有OOP语言关注的重要课题。在C#中，创建对象时会自动调用构造函数；删除则是由垃圾回收机按照自己计划执行。

什么是构造函数（构造方法）？我们在使用一个对象前，往往需要初始化这个新生的对象状态。这个初始化动作怎么执行？放在哪里？难道要用户在创建时每一个对象都要手动调用吗？为了解决这些问题，现在成熟的OOP语言中都采用了构造函数。一个类只要含有构造函数，那么编译器会告知这个对象在创建时需要调用这个函数，完成我们指定的初始化动作。简单地说，当我们使用new关键字加类名时，构造函数就会执行。

构造函数主要作用就是对对象进行初始化。

### 实例构造函数

实例构造函数是一个特殊的方法，它在类的每个实例创建的时候执行。构造函数的声明方法看起来很像方法的声明方法，但是与普通方法不同的是构造方法的名称必须与类的名称一致，而且没有返回类型：

|  |
| --- |
| class Class01  **声明为public，可以从类的外部访问**  {  public Class01()  {    **没有返回类型**  **与类名称一致**  }  } |

构造函数可以有参数，通过给构造函数传入参数来初始化成员是常见的方法。如果类中没有构造函数，那么编译器会自动生成一个默认的空的构造函数。例如，在下面的代码中，创建了三个类：Class01，Class02，Class03并为它们创建了3种形式的构造函数，最后在Start方法中调用了各自的构造函数。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  class Class01  {  public DateTime time;  public Class01()//构造函数：用来初始化当前时间  {  time = DateTime.Now;  }  }  class Class02  {  public string name;  public Class02(string str)//带参数的构造函数  {  name = str;  }  }  class Class03//空的构造函数，默认会创建一个 空的构造函数：public Class03(){};  {  public int i;  }  public class NewBehaviourScript : MonoBehaviour {  // Use this for initialization  void Start () {  Class01 mc01 = new Class01();//调用构造函数来实例化对象。  Class02 mc02 = new Class02("frank");//实例化对象过程中赋值  Class03 mc03 = new Class03();//使用默认构造函数来实例化。  print(mc01.time);  print(mc02.name);  print(mc03.i);  }  /\*输出结果  \* 12/29/2013 11:13:49 AM  \* frank  \* 0  \*/  } |

构造函数支持重载，但如果定义了一个或多个构造函数，那么编译器将不会为类定义默认的构造函数。例如。在下面的代码中，Class01有两个构造函数：一个带int参数另一个带string参数。Main使用不带参数的默认构造函数时会报错，因为编译器不会为该类定义默认构造函数。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  class Class01  {  int id;  string name;  public Class01(int i)//构造函数1：带int参数  {  id = i;  name = "Frank";  }  public Class01(string str)//构造函数2：带str参数  {  name = str;  }  public void printClass()  {  Debug.Log(id);  Debug.Log(name);  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  Class01 mc01 = new Class01(1);//调用构造函数1  Class01 mc02 = new Class01("Frank");//调用构造函数2  Class01 mc03 = new Class01();//会报错，不能使用默认构造函数  mc01.printClass();  mc02.printClass();  }  } |

### 静态构造函数

构造函数也可以声明为static。实例构造函数初始化类的每个新实例，而静态构造函数通常用来初始化类的静态字段。

与实例构造函数相似的是，静态构造函数的名称必须和类名相同，构造函数不能有返回值；与实例构造函数不同的是，静态构造函数声明中使用static关键字，类只能有一个静态构造函数，而且不能带参数，静态构造函数不能有访问修饰符。静态构造函数的语法如下：

|  |
| --- |
| class Class01  {  static Class01()//静态构造函数  {  }  } |

静态构造函数不能访问所在类的实例成员，也不能使用this访问器。此外，静态构造函数也不能从程序中显示的调用，它们会被系统自动调用。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  class Class01  {  static int number;  static Class01()//静态构造函数:初始化静态字段  {  number = 100;  }  public void printNumber()  {  Debug.Log(number);  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  Class01 mc01 = new Class01();//  mc01.printNumber();  }  } |

### 构造函数的可访问性

与Javascript中只能使用public访问修饰符不同，在C#中可以为实例构造函数指派访问修饰符，就想对其他成员所做的那样。

### 对象初始化列表

对象初始化列表允许在创建新的对象实例时设置字段或属性的值。

在此之前的内容我们已经看到，对象创建表达式由关键字new后面跟着一个类构造函数组成。对象初始化列表扩展了创建语法，在表达式的尾部放置了一组成员初始化列表。该语法有两种形式：一种形式包含构造函数的参数列表，另一种不包括。如下：

|  |
| --- |
| **对象初始化列表**  new ClassName(Arglist) {FieldOrProp = initExpr;FieldOrProp = initExpr}  new ClassName {FieldOrProp = initExpr;FieldOrProp = initExpr}  **字段或属性初始化表达式**  **字段或属性初始化表达式** |

下面的代码展示了一个使用对象初始化列表的示例。在Start中，默认构造函数把字段的值设为1和2，然后对象初始化列表语句把它们改为3和4。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  class Class01  {  public int x = 1;  public int y = 2;  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  Class01 mc = new Class01 {x = 3, y = 4 };//对象初始化列表  }  } |

## 构造函数重写与调用

|  |
| --- |
| /\*----------------------------------------------------------  \* 定义父类Father（三个属性：LastName，property，bloodtype），  \* 儿子类Son（PLaygame方法），女儿类Daughter（Dance方法）。调用父类为子类赋值  --------------------------------------------------------------\*/  using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace \_02\_01\_调用父类构造函数为子类赋值  {  class Program  {  static void Main(string[] args)  {  Son son = new Son("www", 12, "B");  Console.WriteLine(son.Lastname);  Console.ReadKey();  }  }  class Father  {  public string Lastname { get; set; }  public double Property { get; set; }  public string BloodType { get; set; }  public Father(string name, double property, string bloodType)  {  this.Lastname = name;  this.Property = property;  this.BloodType = bloodType;  }  }  class Son : Father  {  public Son(string name, int property, string bloodType)  : base(name, property, bloodType)  {  }  public void Playgame()  { }  }  class Daughter : Father  {  public Daughter(string name, int property, string bloodType)  : base(name,property,bloodType)  {  }  public void Dance()  {  }  }  } |

## 属性

定义字段为public，可以从类的外部来访问该字段，定义字段为private，将禁止从类的外部访问。然而，这种形式的封装（参考封装的[访问修饰符](#_访问修饰符)）通常过于彻底。例如，你可能希望字段从外部只读，但是从内部可以更改，又类如，你可以需要允许对类中的一些数据进行操作，但需要验证对数据进行的更改。

以前，编程语言为了实现这些要求，采取的方法是将字段标记为私有，然后提供取值和赋值方法来访问和修改数据。下面的代码中将\_gameName改为私有字段，公共方法GetName和SetName用于访问和修改字段\_gameName的值。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  class MClass  {  private string \_gameName = "GM";//私有字段  /// <summary>  /// 获取私有字段的值  /// </summary>  /// <returns></returns>  public string GetName()  {  return \_gameName;  }  /// <summary>  /// 修改私有字段的值  /// </summary>  /// <param name="newName"></param>  public void SetName(string newName)  {  if (newName != null && newName != "")  {  \_gameName = newName;  }  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  MClass mc = new MClass();  mc.SetName("Frank");  }  } |

遗憾的是，这一更改会影响到MClass类的可读性。无法再用赋值运算符来设置类中的数据。另外，要想访问数据，只能调用方法来进行。C#提供了一种语法可以用来访问或修改数据，这种方法叫做属性（property）。

属性用来代表类的实例或类中的一个数据项成员。与字段相同的是，它是命名的类成员、有类型、可以被赋值和读取；然而，和字段不同的是，属性是一个函数成员，它不为数据存储分配内存，它是执行的代码。

本质上，属性是拥有一组访问器的方法。下面是属性声明的语法，它声明了一个名为MValue的属性，它由两个访问get和set，用来访问和修改数据的值。

### 属性的访问器

set和get访问器有预定义的语法和语义。可以把访问器想象成方法，但是访问器声明既没有显示的参数，也没有返回类型，因为它们已经在属性的类型中隐含了。set访问器有一个隐式值参value，可以用它发送数据到访问器块内；set访问器的块内必须包含一条return语句，返回一个属性类型的值。

set和get访问器可以任何顺序声明，并且，除了这两个访问器外在属性上不允许有其他方法。

下面的代码详细介绍了属性声明的语法以及访问器的用法：

|  |
| --- |
| **属性类型**  **属性名**  int MValue  {  get  {  **总是返回属性类型的值**  return something;  }  set  {  **返回类型为void**  }  **没有显示的参数声明，隐式参数名称为value，并与属性有相同的类型**  } |

### 一个属性的示例

下面的代码展示了一个名称为MClass的类，它有一个名为GameName的属性。需要说明的是，属性是执行的代码，不会为其分配内存。

|  |
| --- |
| class MClass  {  private string \_gameName = "GM";//私有字段,分配内存  /// <summary>  /// 属性：用来获取和设置私有字段的值；不会其分配内存。  /// </summary>  public string GameName  {  get  {  return \_gameName;  }  set  {  \_gameName = value;//value代表用户赋值过来的值  }  }  } |

### 使用属性

写入和读取属性的方法与访问字段一样。访问器被隐式调用。

* 写入属性：在赋值语句的左边使用属性的名称。
* 读取属性：在表达式中使用属性的名称。

例如，下面的代码通过属性设置\_gameNam的值为“SocialGame”，并用属性访问它的值。

|  |
| --- |
| public class NewBehaviourScript : MonoBehaviour {  void Start () {  MClass mc = new MClass();  print(mc.GameName);//输出结果为：GM  mc.GameName = "Social Game";//写入属性  string Gname = mc.GameName;// 读取属性  print(Gname);//输出结果为：Social Game  }  } |

当写入或读取属性时，适当的访问器会被隐式调用，不能显示地调用访问器。试图这样做会产生一个编译错误。

### 关联字段与执行运算

从前面几节的学习中，我们知道属性的属性的一个重要作用：用来关联私有字段，并声明一个public属性以提供受控的从类外部对字段的访问。和属性关联的字段被称为后备字段或后备存储。

属性和它们的后备字段有两种命名约定。一种约定是两个名称使用相同的内容，但字段使用Camel大小写（首字母小写），属性使用Pascal大小写。另一种约定是属性使用Pascal大小写，对于字段，使用Camel大小写，并以下划线开始。

下面的代码展示了两种约定：

|  |
| --- |
| class MClass  {  private string \_firstField;//下划线与Camel大小写  public string FirstField//Pascal大小写  {  set { \_firstField = value; }  get { return \_firstField; }  }  private string secondField;//amel大小写  public string SecondField//Pascal大小写  {  set { secondField = value; }  get { return secondField; }  } |

属性并不局限于仅仅对关联的后备字段传进传出数据。它还能执行其他的运算。下面的代码展示了一个名为Age的属性，set访问器在设置关联字段之前实现过滤。当设置的值大于18后，它返回的值为18。

|  |
| --- |
| private int \_age;//私有字段  /// <summary>  /// 属性  /// </summary>  public int Age  {  set //设置字段值  {  \_age = value > 18 //确保值不大于18  ? 18  : value;  }  get //获取字段值  {  return \_age;  }  } |

### 只读和只写属性

可以通过忽略访问器的声明，以设置属性为只读或只写。只有get访问器的属性称为只读属性，这是一种安全的方法，可以把一项数据从类或类的实例中传出，而不允许太多的访问；只有set访问器的属性称为只写属性，它可以把一项数据从外部传入类而不允许太多访问的方法。

两个访问器中至少有一个必须定义，否则编译器会产生一条错误信息。

### 自动实现属性

因为属性经常被关联到后备字段，C#中提供了自动实现属性（auto-implemented property），允许只声明属性而不声明后备字段。

自动实现属性不需要声明后备字段，访问器的方法体被简单声明为分号。下面的代码展示了一个自动实现属性的示例。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  class MClass  {  public int MNmuber//自动实现属性会分配内存  {  set;//访问器简单声明为分号  get;  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  MClass mc = new MClass();  print(mc.MNmuber);//输出值为：0  mc.MNmuber = 20;//设置属性的值为20  print(mc.MNmuber);//输出为：20  }  } |

### 静态属性

属性也可以声明为static。静态属性的访问器和所有静态成员一样：

* 它不能访问类的实例成员——虽然它们能被实例成员访问
* 不论类是否有实例，它都存在
* 当从类的外部访问时，必须使用类名引用

例如，下面的代码中有一个名为MClass的类，它带有名称为MNumber的静态属性，并关联到静态字段\_mNumber。之后再Start方法中，用类名加属性名称来访问静态属性，而不是用实例名称的方式来访问。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  class MClass  {  private static int \_mNumber;  public static int MNmuber//自动实现属性会分配内存  {  set { \_mNumber = value; }  get { return \_mNumber; }  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  print(MClass.MNmuber);  MClass.MNmuber = 20;  print(MClass.MNmuber);  }  } |

### 访问器的访问修饰符

默认情况下，成员的两个访问器有和成员自身相同的访问级别。也就是说，如果一个属性有public访问级别，那么它的两个访问器都有同样的访问级别，对索引也一样。

在特定情况下，成员的访问器可以有不同的访问级别。访问器的访问修饰符有以下几项限制：

* 仅当成员（属性或索引）既有get访问器也有set访问器时，其访问器才能有访问修饰符。
* 虽然两个访问器都必须出现，但它们中只能有一个有访问修饰符。
* 访问器的访问修饰符修饰符必须比成员的访问级别有更严格的限制性。下图阐明了访问级别的层次。访问器的访问级别在图表中的位置必须比成员的访问级别的位置低。例如，一个属性的访问级别是protected，那么访问器能使用的修饰符只有private。但是当属性访问级别是public时，访问器可以使用任意一个级别的修饰符。

|  |
| --- |
| **private**  **protected**  **internal**  **protected internal**  **public** |

例如，在下面的代码中，属性Name有public访问级别，但是set访问器有protected访问级别。

|  |
| --- |
| class MClass  {  private string \_name;  public string Name  {  get { return \_name; }  protected set { \_name = value; }//访问器有更低的访问级别  }  } |

### 属性的作用

属性的最大作用是对字段的赋值进行限制。比如有一个age字段，输入的应该是大于0小于60，这时就可以在属性中进行条件判断来限制赋值（摒除非法值）。如下：

|  |
| --- |
| using UnityEngine;  using System.Collections;  public class StudyClass : MonoBehaviour  {  void Start()  {  Person hyfdbd = new Person();//实例化类，即创建对象  hyfdbd.Age = -1;  print(hyfdbd.Age);  }  }  class Person  {  private int age;  public int Age  {  get  {  return age;  }  set  {  //如个年龄小于0或大于60直接返回。不赋值。默认值为0.  if (value < 0 || value > 60)  {  return;  }  this.age = value;  }  }  } |

### 常见错误

属性在使用上与字段相似，但是在构造上它是函数。因此在调用或赋值时，看起来好像是为属性的变量赋值，实质上是调用属性中的get和set访问器（也可以看作是方法）。

下面的代码是一个迭代死循环，从中可以看到属性的本质

|  |
| --- |
| public class StudyClass : MonoBehaviour  {  void Start()  {  Person hyfdbd = new Person();//实例化类，即创建对象  hyfdbd.Age = 30;//属性赋值实质上是调用了Age属性的set访问器。  }  }  class Person  {  private int age;  public int Age  {  get  {  return this.Age; // 这是个迭代，看起来是返回Age的值，实质上是调用Age属性的sget访问器。这是一个迭代死循环。  }  set  {  this.Age = value;// 这是个迭代，看起来是为Age进行赋值，实质上是调用Age属性的set访问器。它是一个迭代死循环。  }  }  } |

## 索引器

索引和属性在很多方面相似，和属性一样，索引不需要分配内存来存储；它们都主要被用来访问其他数据的成员，但属性通常访问的是单独的数据成员，而索引通常访问多个数据成员。可以把索引想象成提供获取或设置类的多个数据成员的属性。

### 声明索引

声明索引的语法如下表。需要注意以下几点：

● 索引没有名称。在名称的位置是关键字this

● 索引参数在方括号中间

● 参数列表中至少要声明一个参数。

|  |
| --- |
| ReturnType this[type param，……]  {  get  {  ...  }  set  {  ...  }  } |

下面是一个索引声明的例子，这个索引与字段\_name，\_grade以及\_city相关联。

|  |
| --- |
| class MClass  {  private string \_name;  private string \_grade;  private string \_city;  public string this[int index] //索引 用来与字段相关联  {  set  {  switch (index)  {  case 0:  \_name = value;  break;  case 1:  \_grade = value;  break;  case 2:  \_city = value;  break;  default:  throw new ArgumentOutOfRangeException("index");  break;  }  }  get  {  switch (index)  {  case 0:  return \_name;  case 1:  return \_grade;  case 2:  return \_city;  default:  throw new ArgumentOutOfRangeException("index");  break;  }  }  }  } |

### 使用索引

索引的使用非常简单，可以通过使用实例名称加索引值来访问或设置相应的关联字段。例如在下面的代码中，为MClass声明了一个实例，之后通过索引对MClass的字段进行访问。

|  |
| --- |
| void Start () {  MClass mc = new MClass();  mc[0] = "Frank";//用索引的方式为 字段\_name 设置值为 Frank  mc[1] = "3 Grade";//用索引的方式为 字段\_grade 设置值为 3 Grade  mc[2] = "BeiJing";//用索引的方式为 字段\_city 设置值为BeiJing  print(mc[0] + mc[1]+ mc[2]);  } |

## 其他类成员

## 综合示例：类的基本构成

下面的代码，创建了一个类Person，这个类模拟了人的身高、名字、年纪的属性，并且模拟了说话的能力，最后通过实例化创建出了这个类的对象hyfdbd，并且对对象进行了具体设置。

|  |
| --- |
| public class StudyClass : MonoBehaviour {  // Use this for initialization  void Start ()  {  Person hyfdbd = new Person();//实例化类，即创建对象  //设置对象的字段与方法。  hyfdbd.Height = 170;  hyfdbd.Name = "高大上";  hyfdbd.Say("你好！");    }    }  class Person  {  /// <summary>  /// 定义字段：Person的数据属性，即状态。  /// </summary>  public int Height;  int Age;  public string Name;  /// <summary>  /// 定义方法：Person类可以执行的动作  /// </summary>  /// <param name="str">说的话</param>  public void Say(string str)  {  Debug.Log(Name + "说: " + str);  }  } |

# 索引器

索引器是类的一种成员，它使得对象可以像数组一样被索引，使程序看起来更直观，更容易编写。

类似于属性的访问器，索引器也是由一组get和set访问器组成。

索引与属性的对比如下：

* 两者都不用分配内存来存储
* 都用来访问其他数据成员。它们为这些成员提供设置和获取访问。属性通常访问单独的数据成员。索引通常访问多个数据成员。
* 两者都可以只有一个访问器，也可以两者都有。
* 实现set和get的访问器都不必一定关联到某个字段或属性。这段代码可以做什么也可以什么都不做，只要get访问器返回某个指定类型的值即可。
* 与属性不同的是，索引总是实例成员，不能声明为static。

## 声明和使用索引

声明索引的语法如下。请注意以下几点：

* 索引没有名称，在名称的位置是关键字this。
* 参数列表在方括号中间。
* 参数列表中至少必须声明一个参数。

|  |
| --- |
| Returntype this(Type param, …)  **关键字**  **返回类型**  **参数列表** |

例子如下：

|  |
| --- |
| private string[] weapons = new string[5];  public string this[int index]  {  get  {  if (!(index >= 2 || index < 0))  {  return weapons[index];  }  else  {  return "只能携带2个武器" ;  }    }  set  {  if(!(index>=2||index<-1))  {//  weapons[index] = value;  }    }  } |

索引不仅能设置为int类型还能设置为其它数据类型，如string

|  |
| --- |
| private string weapon1;  private string weapon2;  public string this[string weapon]  {  get  {  if(weapon =="gun1")  {  return weapon1;  }  else if(weapon =="gun2")  {  return weapon2;  }  else  {  return "错误";  }  }  set  {  if (weapon == "gun1")  {  weapon1 = value;  }  else if (weapon == "gun2")  {  weapon2 = value;  }    }  } |

## 使用索引

索引器的使用方法和数组相似，一般形式如下：

|  |
| --- |
| **对象名[索引]** |

其中索引的数据类型必须与索引器的索引类型相同。例如：

|  |
| --- |
| Weapon w = new Weapon();  w[0] = "knife";  w[1] = "gun";  w[2] = "sword";  print("你携带的武器有"+w[0] +","+ w[1]+","+ w[2] ); |

以及

|  |
| --- |
| Weapon w = new Weapon();  w["gun1"] = "倚天剑";  w["gun2"] = "屠龙刀";  print("你携带的武器有" + w["gun1"] + "," + w["gun2"]); |

## 示例演示

下面的例子中，通过索引器对weapons数组进行了设置和访问。

|  |
| --- |
| class Weapon  {  private string[] weapons = new string[5];  //使用索引可以为多个数据成员、数组的设置和访问进行限制。  public string this[int index]  {  get  {  if (!(index >= 2 || index < 0))  {  return weapons[index];  }  else  {  return "只能携带2个武器" ;  }    }  set  {  if(!(index>=2||index<-1))  {  weapons[index] = value;  }    }  }  }  class Program  {  void Start()  {  Weapon w = new Weapon();  w[0] = "knife";  w[1] = "gun";  w[2] = "sword";  print("你携带的武器有"+w[0] +","+ w[1]+","+ w[2] );  }  } |

# 封装

在上一章，我们详细讲解了类以及对象的基本结构和使用方法。从这一章开始，将真正进入到面向对象思想的核心。面向对象有三大特征：封装、继承和多态。而封装正是面向对象的核心概念之一。

本章主要讲述如何在C#中实现封装。C#中的封装包括：命名空间的使用、类的访问控制、类成员的访问控制。设计这些语法的根本用意是更好更灵活的隐藏细节。

## 什么是封装

封装（encapsulation），又叫隐藏实现（Hiding the implementation），具体的意思就是将实现的细节隐藏起来，只将必要的功能接口对外公开。使用这些代码单元的用户只知道这些代码单元可以提供哪些服务，却不知道这些代码单元中的具体逻辑是怎样的。

封装：封装复杂的、变化的东西。暴露给用户简单的、稳定的。

举一个赛车游戏的例子：当我们按键盘或手柄上的向上按键时汽车会前进，按向下的按键时会减速，按空格键会停止，按shift键会加速。但是，为什么按向上按键会前进，按向下按钮会减速？这些实现的细节我们并不知道。对玩家来说，也不需要知道。

我们把向下、向上、空格键、shift等按键称为和使用者交流的接口。封装是什么？封装就像游戏中的赛车，只将必要的功能通过接口暴露，而玩家不需要了解其内部的实现机制。

那么如何让一部分接口暴露呢？如何隐藏不对外公开的方法呢？使用访问修饰符，这是实现封装的一个重要方法。访问修饰符用来告诉外部使用者，本代码单元有哪些成员可以被外部访问到，哪些不能访问到。C#中根据访问级别的不同分为：public、protected internal、 protected、internal 、private。一个优秀的面向对象程序，会尽可能将代码的细节隐藏起来。对代码单元访问控制越严格，以后修改起来的自由越大。

## 为什么需要封装

看了上面的介绍，对封装有个模糊印象之后，再来详细说说为什么需要封装，也就是为什么会产生封装这个概念，以及封装到底是为了解决什么问题。

### 封装把程序分成一个个相对独立的单元

通过封装，可以把具有相同功能或行为的代码分成一个单元。最小的单元就是类，多个类共同执行一个任务。多个类组成的代码块叫做模块。一个程序由多个模块组成。

在设计程序时，我们首先要做的是打好框架、划分好各个模块、然后才是具体的各个模块的代码的编写。编写过程中，只需要抽象地思考模块之间的协同工作方式即可，不需要细化到每个流程的具体实现，模块之间依赖程度大大降低。这正是面向对象编程相对于流程式编程的巨大优点之一。

### 封装使修改代码更加容易和安全

开发程序时，会经常调试和修改程序。一般来说，软件的修改和调试的时间可能会与开发时间相等，甚至更长。因此，程序开发者所写的代码要经得起不断的修改。尤其是当编写的代码要提供给第三方使用时，更要小心你所做的修改，确保你的修改不会影响到其他代码。

如何做到不影响其他代码呢？每个类都有那么多的成员（字段、方法、构造函数、属性、事件等），你如何知道其他程序员使用了哪些成员？不知道就无从修改！如果有个标识，标识哪些是第三方可以访问的，哪些是第三方不能访问和修改的就好了。这就要靠访问修饰符来控制访问权限了。第三方开发者只能修改那些可以访问和修改的代码，这样调试和修改时会更加安全。

此外，封装消除了命名冲突。同名的方法，由于封装在不同的对象中，不会冲突；同名的类，封装在不同的命名空间中，就可以导入命名空间来调用，从而避免冲突。在使用第三方的类库，或者程序开发规模大时，多个人员之间容易使用相同名称命名，如果没有进行类和命名空间的封装，那么解决命名冲突也是一件很麻烦的事。

### 封装使整个程序开发的复杂度大大降低

通过封装，将代码分为一个个相对独立的单元以及将实现的细节隐藏起来，让程序的复杂程度大大降低。

这种封装的思想，有一个经典的术语——“黑箱”（Black Box）。在黑箱理论中，将所有的对象都看成一个个封装好的黑箱子，对象公开一些供外部访问的公有成员。程序员通过这些公有成员与对象打交道，而并不知道对象内部是如何实现的。通过忽略细节以及划分为独立的单元，减轻了脑力负担，从而使我们能在更高的层次上考虑软件的架构设计。越复杂的系统，越能体现这种面向对象思维方式的巨大优势。

从根本上说，降低复杂度才是封装这个思想产生的最真实原因。

## 访问修饰符

所有类型和类型成员都具有可访问性级别，用来控制是否可以在程序集的其他代码中或其他程序集中使用它们。 访问性级别是在声明类或类成员时，由访问修饰符控制的。

C#中类的访问级别，有两种修饰符：internal、public。

成员的访问级别有五种：

* Public
* Private
* Protected
* Internal
* Protected internal

### 类访问修饰符

在使用C#进行unity编程时，类的访问只有两个级别：public和internal。

标记为public的类可以被其他程序集访问，而标记为internal的类只能被它自己所在的程序集内的类访问，这是默认的可访问级别。

先来看一下在程序集外部如何访问到类 。在下面的例子中，左侧的代码编译为一个程序集，myAssembly.dll。它有两个类：一个为public类MC01，一个为internal类MC02。右侧的myClass02类使用了myAssembly程序集中的类，只有MC01类能被使用，不能访问到MC02，因为MC02类的修饰符为internal，只能在该程序集内被访问。

|  |  |
| --- | --- |
| namespace myAssembly  {  public class MC01  {  public int Add(int x, int y)  {  return x + y;  }  }  internal class MC02  {  public int Sub(int a, int b)  {  return a + b;  }  }  } | using UnityEngine;  using System.Collections;  using myAssembly;//引用命名空间myAssembly  class myClass02 : MonoBehaviour {  // Use this for initialization  void Start () {  MC01 mc = new MC01();//声明MC01类  print(mc.Add(3, 4));//调用MC01的Add方法  }  }  } |

在程序集内部，无论类的修饰符是public还是internal，都能被其他的类访问到，即使类不在同一个脚本文件中。

例如，下面的表格中，左边的代码定义了一个internal类myClass01，这个类是在脚本文件myClass01.cs中。右边的是脚本文件myClass02.cs中的代码，它访问了myClass01类，即使它是internal的。

|  |  |
| --- | --- |
| using UnityEngine;  using System.Collections;  internal class myClass01 : MonoBehaviour {  public void myMethod()  {  print("this is myClass01");  }  } | using UnityEngine;  using System.Collections;  class myClass02 : MonoBehaviour {  void Start ()  {  myClass01 mc = new myClass01();//在myClass02.cs脚本文件中调用myClass01.cs文件中的 myClass01类  mc.myMethod();//调用myClass01类中的myMethod方法  }  } |

### 类成员访问修饰符

声明在类中的成员有五个访问级别，分别使用了修饰符： Public、Private、Protected、Internal、Protected internal。

在讲述类成员访问性的细节之前，我们首先阐述一些通用内容：

* 无论它们的访问修饰符是什么，声明在类声明中的成员是互相可见的。
* 不指定访问修饰符的话，它的隐式访问级别为private。
* 类成员不能比它的类更可访问。也就是说，如果一个类的可访问性限于它所在的程序集，无论成员的修饰符是什么，类成员的个体也不能从程序集的外部访问到。

例如，下面的示例中创建了一个internal类myMember，并声明了五个级别的字段成员。即使修饰符为public，成员m1也不能在程序集外部使用；即使修饰符为private，成员m5也能被其他的成员访问。

|  |
| --- |
| using UnityEngine;  using System.Collections;  internal class myMember : MonoBehaviour {  public int m1;//即使修饰符为public，因为类访问级别为internal，所以它也不能从程序集外部访问到。  protected internal int m2;  protected int m3;  internal int m4;  private int m5;  int m6;//默认为private。  void Start()  {  int i = m5;//即使m5为private也可以被类内的其他成员访问  print(i);  }  } |

下面，我们来详细讲解一下成员访问的五个级别。

1. Public

Public是访问级别限制最少的。Public（公有）类的public（公有）成员可以被同一程序集或其他程序集的所有类访问。Internal（内部）类的public成员可以被同一程序集的所有类访问。

要声明一个公有成员，使用public修饰符，语法如下：

|  |
| --- |
| public int m1; |

1. Private

private（私有）成员是访问级别限制最严格的。任何类的private只能被它自己的类（或嵌套类）的成员可见。它不能被其他的类成员，包括继承它的类。

声明私有成员，使用private修饰符，如下：

|  |
| --- |
| private int m5; |

1. Protected

Protected（受保护）成员对它自己的类的成员或派生类的成员可见。如果受保护成员是属于public类的，那么派生类甚至可以在其他程序集中。

声明受保护的成员，使用protected 修饰符，如下：

|  |
| --- |
| internal int m4; |

1. Internal

标记为internal（内部）的成员对程序集内的所有类可见，但对程序集外部的类不可见。

声明为内部的成员，使用internal修饰符，如下：

|  |
| --- |
| internal int m4; |

1. Protected internal

标记为protected internal（受保护的内部）的成员可以被所有继承该类的类以及所有程序集内部的类可见。

声明受保护内部成员，使用protected internal修饰符，如下：

|  |
| --- |
| protected internal int m2; |

下面的表格概括了五种访问级别的特征，并直观描述了修饰符的作用。

|  |  |
| --- | --- |
| 修饰符 | 含义 |
| private | 只在类的内部可以使用 |
| internal | 对该程序集内所有类可访问 |
| protected | 对所有继承该类的类可见 |
| protected internal | 对所有继承该类或在该程序集内声明的类可见 |
| Public | 对任何类可见 |

## 访问修饰符与封装

封装可以说通过访问修饰符实现的。通过访问修饰符把不需要对外公开的字段、属性、方法等隐藏起来，开发者只需要关注公开的字段、属性、方法，从而使程序开发复杂度降低，修改与阅读代码也更加容易与安全。

例如，我们不希望在外部对代码的年龄进行设置，但是能实现有条件的对年龄赋值，就可以通过下面的方式实现：

|  |
| --- |
| using UnityEngine;  using System.Collections;  public class StudyClass : MonoBehaviour {  // Use this for initialization  void Start ()  {  Person hyfdbd = new Person();//实例化类，即创建对象  hyfdbd.gaveName("高大上");//通过方法对人名进行赋值。  hyfdbd.printName();  }    }  class Person  {  private string Name;// 外部不能访问name字段  /// <summary>  /// 通过公共的方法对name进行有条件的赋值  /// </summary>  /// <param name="name">人的名字</param>  public void gaveName(string name)  {  //如果姓名不包含张，接受输入结果。姓名包含张，则输出：我才不要姓张  if(!name.Contains("张"))  {  this.Name = name;  }  else  {  this.Name = "我才不要姓张";  }  }  /// <summary>  /// 打印人的名字。  /// </summary>  public void printName()  {  Debug.Log(this.Name);  }  } |

## 访问级别约束

### 子类的访问级别不能比父类的高

会暴露父类的成员。子类的访问修饰符必须与父类的访问修饰符兼容。

|  |
| --- |
| class Parent  {  protected string name { get; set; }  }  //子类的访问级别不能比父类高  public class child :Parent  {  } |

### 类中属性或字段的访问级别不能比其参数的访问级别高

方法的参数的访问修饰符必须与方法的访问修饰符兼容

|  |
| --- |
| class myClass  {  protected string name { get; set; }  }  public class MyClass1  {  //方法的访问级别不能比其参数的访问级别高  public void M1(myClass mc)  {  Console.WriteLine("w");  }  } |

### 方法的访问级别不能比返回值的访问级别高

方法的返回值的类型修饰符必须与方法的访问修饰符兼容。

|  |
| --- |
| class myClass  {  protected string name { get; set; }  }  public class MyClass1  {  //方法的访问级别不能比其返回值的访问级别高  public myClass M1()  {  Console.WriteLine("w");  return null;  }  } |

## 命名空间和程序集

命名空间用于解决

命名空间用于对类型进行逻辑分组，主要针对开发人员。程序集则是程序的物理分组，主要针对安装和部署，对应于一个dll或exe文件。

同一个命名空间中可以在多个程序集中，比如一个公司分别由不同的部门共同开发同一个命名空间的不同组件。那么不同的部门可以把他们开发的东西编译成各自的dll文件。使用时把几个dll一起引用即可。

一个程序集中也可以有多个命名空间，比如程序的整体框架，可能调用了多个命名空间中的代码来完成最终的功能。

### 命名空间

在编写程序、特别是大型程序时，经常会遇到这样的情况：需要使用到第三方开发者编写的程序集或脚本文件。很可能有一定数量的类名重复。如果仅仅因为类名重复，就不能在一个程序中同时使用这两个类，这是极为浪费和不方面的。命名空间就是为了解决这个问题而存在的。

下面展示了声明一个命名空间的语法。声明在大括号中间的所有类都是该命名空间的成员。

|  |
| --- |
| namespace sampleNamespace  {  class A  **关键字**  {  **命名空间名称**  }  class B  {  }  } |

当第三方开发者编写的程序集有相同的名称时，使用完全限定名就可以区分使用的那个开发者开发的类。

完全限定名由命名空间名称和类名组成，中间用点运算符隔开。

例如，下面的示例中声明了两个名称相同的类playerClass，这两个类属于不同的命名空间。使用完全限定名，就可以区分出类playerClass到底是哪一个。

|  |
| --- |
| public class NewBehaviourScript : MonoBehaviour {  **完全限定名**  **完全限定名**  // Use this for initialization  void Start () {  corpA.playerClass = new corpA.playerClass();// 声明playerClass并创建实例  corpB.playerClass = new corpB.playerClass();// 声明playerClass并创建实例    }  **类名称**  **命名空间名称**  } |

命名空间把多个类分组在一起并给它们一个名称，称为命名空间名称。命名空间名称的命名规则是它的名称应该描述命名空间的内容并和其他命名空间名称相区别。下面是命名空间命名方法的建议：

* 使用公司名开始命名空间名称。
* 在公司名之后跟着技术名称。
* 不要把空间名称命名为与类或类成员相同的名称。

例如，ZYCG公司在下面的三个命名空间中开发软件。如下面代码所示：

* ZYCG.Media
* ZYCG.Game
* ZYCG.Display

|  |
| --- |
| namespace ZZCG.Game.GameControl  {  class A  {  }  class B  {  }  } |

一个命名空间还可以是另一个命名空间的成员。这个成员被称为嵌套的命名空间。有一点需要注意的是，虽然嵌套的命名空间是外层命名空间的成员，但它的成员不是外层命名空间的成员。

有两种方式声明一个嵌套的命名空间：

* 原文嵌套: 把命名空间的声明放在一个封装的命名空间声明体内部，从而创建一个嵌套命名空间。

|  |
| --- |
| namespace sampleNamespace  {  namespace nestNamespace//嵌套命名空间  {  }  } |

* 分离的声明：嵌套声明也可以以分离的方式声明，但必须在声明中使用完全限定名称。

|  |
| --- |
| namespace sampleNamespace  {  }  namespace sampleNamespace.nestNamespace//使用完全限定名创建嵌套命名空间  {  } |

### using指令

完全限定名可能非常长，在代码中多次使用时会显得臃肿、难读、增加调试的难度。然而，有两个指令可以避免不得不使用完全限定名：

* using命名空间指令
* using别名指令

关于using指令有两个要点：

* 它们必须放在源文件的顶端，在任何类型声明之前。
* 它们应用于当前源文件中的所有命名空间。

using命名空间指令由关键字using跟着一个命名空间标识符组成。

|  |
| --- |
| using UnityEngine;  **命名空间名称**  **关键字** |

using命名空间指令的作用是告诉编译器你将要使用来自某个指定命名空间的类。当使用到这个指定命名空间中的类时，就不需要使用完全限定名，只需要类名就可以。

我们在前面使用到的log方法，它是类Debug的成员，在UnityEngine命名空间中。在代码的顶端使用using命名空间指令以描述使用来自UnityEngine命名空间的类，就不再需要使用完全限定名了。如下面的代码所示：

|  |
| --- |
| using UnityEngine;  public class NewBehaviourScript : MonoBehaviour  {  void Start ()  {  Debug.Log("welcome");//如果不在源代码顶端使用using指令，指明使用UnityEngine中的类，就需要使用完全限定名: UnityEngine.Debug.Log()  }  } |

Using别名指令允许给一个命名空间或命名空间内的一个类起一个别名。

例如，下面的代码展示了using别名指令的两个使用方法。第一个指令告诉编译器标识符UE是命名空间UnityEngine的别名，第二个指令告诉编译器标识符UD是类UnityEngine.Debug的别名。

|  |
| --- |
| **命名空间**  **别名**  **关键字**  using UE = UnityEngine;  using UD = UnityEngine.Debug;  **类名称**  **关键字**  **别名** |

下面的代码使用这些代码。在Start方法中都调用了log方法。

|  |
| --- |
| using UE = UnityEngine;  using UD = UnityEngine.Debug;  public class NewBehaviourScript : UE.MonoBehaviour {  void Start ()  {  UnityEngine.Debug.Log("welcome");//使用完全限定名  UE.Debug.Log("welcome");//使用命名空间UnityEngine的别名UE  UD.Log("welcome");//使用类 UnityEngine.Debug的别名UD  }  } |

### 创建并使用程序集

程序集包含描述它们自己的内部版本号和它们包含的所有数据和对象类型的详细信息的元数据。程序集仅在需要时才加载。如果不使用程序集，则不会加载。这意味着程序集可能是在大型项目中管理资源的有效途径。程序集可以包含一个或多个模块。例如，计划较大的项目时，可以让几个各个开发人员负责单独的模块，并通过组合所有这些模块来创建单个程序集。

创建程序集的方法很简单，它相当于一个项目。下面的步骤创建了一个名为myAssembly的程序集：

1. 创建类库文件。

在visualstudio中选择“File> New>Project ”命令，在弹出的窗口中，从模板中选择class Library，并修改名字为myAssembly，最后点击ok创建类库
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1. 在class1.cs文件中添加如下代码：

|  |
| --- |
| namespace myAssembly  {  public class myClass  {  public int Add(int a, int b)  {  return a + b;  }  }  } |

1. 创建解决方案，并找到名为myAssembly.dll的文件。

在visualstudio中选择“Build>Build Solution”命令，创建解决方案。之后在项目的Debug文件夹中找到myAssembly.dll文件。
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1. 添加程序集到unity中。

拖拽myAssembly.dll到unity的project面板的assets文件夹中。
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1. 在脚本文件中使用程序集。

在unity中添加脚本文件，并使用using指令引用程序集中的命名空间，然后就可以想在同一个程序集内部一样，使用myAssembly指令集中的类了。

下面的代码展示了程序集的使用方法：

|  |
| --- |
| using UnityEngine;  using System.Collections;  using myAssembly;//引用myAssembly命名空间  public class NewBehaviourScript : MonoBehaviour {  // Use this for initialization  void Start () {  myClass mc = new myClass();//创建myClass的实例  int i = mc.Add(4, 3);//使用Add方法  print(i);  }  } |

# 复合与继承

复合和继承的核心思想是重用现有的代码。重用的思想在各种语言中都有相应的实现机制，在面向对象编程中一般是指重用现有的类（class）。这些现有的类或许是自己以前就写好并调试成功的、或许是第三方开发的类库（Class Library）。重用的机制是创立一些新的类，来利用这些现有的类。

创建新类的途径有两种：

* 复合（composition）：直接在新类中创建现有Class的对象，成为新类的一部分。这样可以直接使用这些对象所提供的功能。但这些对象外部的接口形式不一定被采用。
* 继承（inheritance）：声明一个新类作为现有的类的之类，然后这个新类就具有了现有类的功能。在使用时，新类的使用形式和现有类一样，而在新类中修改和增加代码也不需要改动现有类的代码。

这两种方式固然目标一致，但实现机理不同，使用上也有所区别。下面开始讲述这两者在C#中的应用。

## 复合

复合的原理是在新创建的类中有一个或多个对象的引用，而这些对象是现有类的实例。在实际编程中，使用复合的频率要远远超过继承。复合比继承灵活，而且更加直白，易于管理。

在下面的例子中，有一个复合类Human。Human类中组合了Ear类对象（耳）、Eye类对象（眼）、Brain类对象（脑）和Mouth类对象（嘴）；就像我们人有耳朵、眼睛、大脑和嘴巴一样。

还有两个独立的类：Book和Song类。眼睛可以看书，耳朵可以听歌，嘴巴可以说话。但是，这书和歌这两种对象不能直接被Mouth对象理解，只有书和歌的内容转成字符串形式的信息，才能被Mouth对象理解，所以单个的Mouth对象无法说出书或歌的内容。

但是复合类Human的对象就可以。Human类组合了Eye类对象、Ear类对象、Mouth类对象以及Brain类对象。Ear类对象可以听歌、Eye类对象可以看书，Brain对象可以记住眼睛和耳朵返回的信息，Mouth类可以读出Brain记住的信息。一加一远远大于二，通过组合的对象互相写作，从而完成单个对象不能完成的事情，正是复合的巨大优点之一。

复合类的外部的表现形式比较灵活。复合类可以不采用组合类的对外接口的名称，比如听歌在Human类中就是enjoy()，而不是Ear类的hear()；但是可以采用组合类的对外接口名称，比如Human类看书的接口read()和类Eye类的接口read就相同。

下面的代码虽稍长但非常易读，分为三大块：

* 文档类NewBehaviourScript1：初始化Human类，并让Human做一些事情。
* 复合类Human：组合了Ear、Eye、Mouth、Brain等4个类的对象，并新建了3个对外接口，即read、enjoy以及tell。
* 4个被复合的类：Ear、Eye、Mouth、Brain。两个独立的类：Book和Song。

|  |
| --- |
| using UnityEngine;  using System.Collections;  /// <summary>  /// 复合类Human，复合了嘴、眼、耳、脑等类  /// </summary>  class Human  {  private string \_name;  private Mouth \_mouth = new Mouth();  private Eye \_eye = new Eye();  private Ear \_ear = new Ear();  private Brain \_brain = new Brain();  public Human(string name)  {  \_name = name;  Debug.Log(\_name);  }  public void read(Book abook)  {  \_eye.read(abook);  \_brain.remember(\_eye.info);  }  public void enjoy(Song aSong)  {  \_ear.hear(aSong);  \_brain.remember(\_ear.info);  }  public void tell()  {  \_mouth.speak(\_brain.memory);  }  }  /// <summary>  /// 嘴，拥有对外接口speak();  /// </summary>  class Mouth  {  public void speak(string msg)  {  Debug.Log("Mouth speak:" + msg);  }  }  /// <summary>  /// 眼：拥有对外接口read()，可以接受Book类的对象，并理解成info。  /// </summary>  class Eye  {  public string info;  public void read(Book aBook)  {  info = aBook.content;  }  }  /// <summary>  /// 耳：拥有对外接口hear()，可以接受Song类的对象，并理解成info。  /// </summary>  class Ear  {  public string info;  public void hear(Song aSong)  {  info = aSong.content;  }  }  /// <summary>  /// 脑：拥有对外接口remember()，存储字符串信息。  /// </summary>  class Brain  {  public string memory;  public void remember(string msg)  {  memory = msg;  }  }  /// <summary>  /// 书：存储书籍内容  /// </summary>  class Book  {  public string content = "The content of a book";  }  /// <summary>  /// 歌曲：存储歌曲信息  /// </summary>  class Song  {  public string content = "The lyric of a music";  }  public class NewBehaviourScript1 : MonoBehaviour {  void Start () {  Human aHuman = new Human("Frank");//创建一个名为Frank的人  Book book = new Book();//创建一本书  Song song = new Song();//创建一首歌  aHuman.read(book);//读书  aHuman.enjoy(song);//唱歌  aHuman.tell();//读出内容  }  void Update () {    }  } |

## 初始化复合对象

有三种方式初始化复合对象

* 定义属性时就初始化对象

这种方式的优点是确保复合对象一定被初始化；缺点是无论复合对象有没有用到，一定会初始化，导致资源浪费。如果复合的对象占用资源大或者稀缺，比如位图对象、网络连接，那么会占用大量资源。另外，如果需要在运行时创建复合对象，这种方式也不能被使用。

下面是定义属性时就初始化复合对象的例子：

|  |
| --- |
| class Human  {  private string \_name;  private Mouth \_mouth = new Mouth();  private Eye \_eye = new Eye();  private Ear \_ear = new Ear();  private Brain \_brain = new Brain();  } |

* 在构造函数中初始化

这是最常用的一种方式。在复合类对象被创建时，被复合的对象才会被创建。这种情况满足绝大部分的应用需要。

在构造函数中的初始化语句最好单独抽离到一个方法中。一来可以保证代码的可读性，二来较为灵活便于日后的修改。

抽离出的初始化语句放入的方法建议以init开头。如下面的例子：

|  |
| --- |
| class Human  {  private string \_name;  private Mouth \_mouth;  private Eye \_eye;  private Ear \_ear;  private Brain \_brain;  void initParts()  {  \_mouth = new Mouth();  \_ear = new Ear();  \_eye = new Eye();  \_brain = new Brain();  }  public Human(string name)  {  initParts();  } |

* 在使用对象时再初始化

当使用到复合对象时，才初始化。这种到了用时才创建的做法，一般称为懒汉式初始化。相对地，刚刚讲到的第一种初始化方法就叫饿汉式初始化。

这种初始化方式的缺点是要多写一些代码确保正确初始化，优点是节省资源。所以如果被复合的对象资源占用巨大，或者资源稀缺时，就会采用这种初始化方式。示例如下：

|  |
| --- |
| class Human  {  private Mouth \_mouth;  public void tell()  {  if(\_mouth == null)  {  \_mouth = new Mouth();  \_mouth.speak(\_brain.memory);  }  }  } |

## 继承

通过继承我们可以定义一个新类。新类拥有与原有类相同的对外接口[[1]](#footnote-1)，或许还新增了一些接口。使用原有类对象的地方，都可以被替换成新类对象。符合这两个条件的，才能称为正确的继承。

被继承的类，称为基类（Base Class），通俗称为父类。用继承创建的新类，称为派生类（Derived Class），通俗称为子类（Subclass）。

其实继承的用法，我们已经很属性了。在之前的例子中，我们看到新建脚本文件的文档类都是继承自MonoBehaviour类的。见下面的代码。

|  |
| --- |
| using UnityEngine;  public class MyScript :MonoBehaviour {  void Start ()  {  print("Hello");  }  } |

其中MyScrip是派生类，它的基类为MonoBehaviour。派生类MyScrip拥有MonoBehaviour类对外公开的所有接口。比如print方法就是基类中对外开放的一个方法。

派生类声明的方法是在派生类名称后加冒号，之后跟着基类的名称。语法如下：

|  |
| --- |
| public class DerivedClass : BaseClass  {  }  **冒号**  **基类名称**  **派生类名称** |

### 如何判断继承是否合理

判断子类是否是父类（is a）即可。比如一个鸟类有一个飞的方法，那么天鹅是否可以继承鸟类呢？因为天鹅是鸟，所以继承时合理的。那么如果飞机是否适合继承呢？飞机不是鸟，所以不适合继承。

### 继承的好处

继承有2个好处：

* 代码重用
* 多态

如果即不需要代码重用，也不需要多态，就不需要继承。

### 继承的特性

* 单根性

一个类只能有一个父类，不允许多继承。（继承多个类需要用接口实现）。

* 传递性
* 构造函数不能被继承

由于在创建子类对象时，一定会调用子类的构造函数，而任何一个子类构造函数默认情况下都会去调用父类的无参数的构造函数，所以当父类中没有无参数的构造函数时就会报错。

有3种解决方法：

1. 在父类中增加一个无参数的构造函数

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace \_02\_继承  {  class Program  {  static void Main(string[] args)  {  Teacher teacher = new Teacher("hao", 18);  Console.WriteLine("老师的名字是{0}，年龄：{1}.",teacher.Name,teacher.Age);  Console.ReadKey();  }  }  class Person  {  //创建无参数的构造函数  public Person()  {  Console.WriteLine("=====================================================");  }  public string Name { get; set; }  public int Age { get; set; }  }  class Teacher:Person  {  public Teacher(string name, int age)  {  this.Name = name;  this.Age = age;  }  }  }  /\*-------------------输出结果--------------------------  =====================================================  老师的名字是hao，年龄：18.  -------------------------------------------------- \*/ |

1. 在子类中指定子类的构造函数来调用父类中的有参数的构造函数。

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace \_02\_继承  {  class Program  {  static void Main(string[] args)  {  Teacher teacher = new Teacher("hao", 18);  Console.WriteLine("老师的名字是{0}，年龄：{1}.",teacher.Name,teacher.Age);  Console.ReadKey();  }  }  class Person  {  //创建有参数的构造函数  public Person(string name, int age)  {  this.Age = age;  this.Name = name;  }  public string Name { get; set; }  public int Age { get; set; }  }  class Teacher:Person  {  //在子类的构造函数中指明调用有参数的构造函数  public Teacher(string name, int age):base("hao",18)  {  //this.Name = name;  //this.Age = age;  }  }  }  /\*-------------------输出结果--------------------------  老师的名字是hao，年龄：18.  -------------------------------------------------- \*/ |

1. 调用自己类中的重载的构造函数

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace \_02\_继承  {  class Program  {  static void Main(string[] args)  {  Teacher teacher = new Teacher();  Console.WriteLine("老师的名字是{0}，年龄：{1}.",teacher.Name,teacher.Age);  Console.ReadKey();  }  }  class Person  {    public string Name { get; set; }  public int Age { get; set; }  }  class Teacher:Person  {    public Teacher(string name, int age)  {  this.Name = name;  this.Age = age;  }  //调用自己类中重载的构造函数  public Teacher():this("we",18)  {  }  }  }  /\*-------------------输出结果--------------------------  老师的名字是hao，年龄：18.  -------------------------------------------------- \*/ |

## 访问继承的成员

前面我们已经讲过，派生类拥有与基类相同的对外接口。就像是它们是派生类自己声明的一样。

下面的示例包含了三个类：BaseClass、DerivedClass以及NewBehaviourScript类。其中BaseClass包含了5个不同访问级别的字段。DerivedClass是BaseClass的派生类，它继承了除字段e以外的所有成员。NewBehaviourScript类中创建了DerivedClass的实例，并且使用了它对外开放的接口a、b、d以及MethodA()。这里需要注意的是受保护级别（protected level）的成员，不能被NewBehaviourScript访问。只能在基类以及派生类内部可见。关于访问级别的详情请参考[类成员访问修饰符](#_类成员访问修饰符)

|  |
| --- |
| using UnityEngine;  public class NewBehaviourScript :MonoBehaviour {  void Start ()  {  DerivedClass DC = new DerivedClass();  /// <summary>  /// 即使DerivedClass中没有声明，a、b、d以及MethodA()也可以使用。  /// </summary>  DC.a = 1;  DC.b = 2;  DC.d = 4;  DC.MehodA()  DC.c = 3;//会有执行错误，因为 protected类不能被非继承的类访问  }  }  public class BaseClass  {  public int a = 1;//可以被所有类可见  internal int b = 2;//可以被同一个程序集中的所有类访问。  protected int c = 3;//只能在派生类内部以及基类内部访问。  protected internal int d = 4;//对所有继承该类或在该程序集内声明的类可见  private int e = 5;//只在类的内部可以使用,不能被继承  }  public class DerivedClass:BaseClass  {  public void MehodA()  {  DerivedClass D = new DerivedClass();  D.c = 3;// c字段为protected，能在继承类内部访问，但是不能被非继承的类访问。  }  } |

## 继承与访问控制

上面说过，基类中非private实例成员都会被子类继承。换句话说，在子类中可以访问到父类所有的非private的实例成员。在上类中，派生类DerivedClass可以访问到a、b、c、d等字段。但是派生类不能访问基类中的private成员e。

基类中的protected成员，在派生类内部可以访问到，即使基类和派生类不在同一个程序集中，派生类也可以访基类的protected成员。如果没有继承，那么protected访问修饰符的作用 和private一样。

Public、internal以及protected internal的类成员都会被派生类继承。所不同的是，public的成员可以被任何第三方类访问，internal的类成员只有在同一个程序集中的类才能访问，protected internal的类成员可以被同一程序集中的类以及派生类访问。

下面结合继承，讲一下在设计类时，5个访问控制如何选择。

什么时候用public类成员？当这个类成员需要对外部可见，且需要作为类和外部的接口时，才可以使用public。不能仅仅因为图访问方便，而将类成员设为public，这是很不好的做法。Public类成员可以被派生类访问。

什么时候用internal类成员？首先，这个类成员不需要对包外可见，即不需要包外访问。本着访问权限越低越好的原则，能用internal绝不用public，除非是必需公开的对外接口。Internal类成员可以被派生类访问。

什么时候用protected类成员？有一个类成员需要被子类访问，而且这个类成员不能对基类和派生类的外部可见，这时候可以用protected。有时使用protected是唯一的选择。比如，基类和派生类不在同一个程序集中，如果派生类访问的类成员不能作为public从而完全公开，那么就只有使用protected访问修饰符来运行派生类跨包访问这个类成员。

什么时候用private类成员？当这个类成员只是基类的内部实现机制，派生类和其他类都不应该知道，这时就应该使用private。根据OOP惯例，使用private应该是最优先考虑的。

什么时候用 protected internal类成员？如果当前类可能会有不在同一个程序集中的子类，而且又有一个类成员必须可以被同一个程序集中的其他类访问时，就可以使用protected internal。

## 隐藏基类成员

在派生类中，经常要改变继承自基类的某个成员，但不改变名称，从而达到同名成员实现不同功能的多态效果。这时就需要隐藏基类成员。

隐藏一个继承的数据成员，需要声明一个新的相同类型的名称，并使用相同的名称；隐藏一个继承的函数成员，需要声明一个新的带有相同签名（不包括返回类型）的函数成员；显示的隐藏继承的成员，需要使用new修饰符，没有它，程序也可以编译成功，但编译器会警告你隐藏了一个基类成员。

下面的代码声明了一个基类和一个派生类，它们都有一个名称为myFiled的成员。在派生类使用new修饰符显示地告诉编译器隐藏了基类成员。

|  |
| --- |
| using UnityEngine;  using System.Collections;  /// <summary>  /// 基类  /// </summary>  class BaseClass  {  public string myField = "This is BaseClass";//声明字段myField  }  /// <summary>  /// 派生类  /// </summary>  class DerivedClass:BaseClass  {  new public string myField = "This is DerivedClass";//用new修饰符隐藏基类成员  public void printField()  {  Debug.Log(myField);//访问派生类成员，输出结果为：This is DerivedClass  Debug.Log(base.myField);//访问基类成员，输出结果为：This is BaseClass  }  }  /// <summary>  /// 文档类  /// </summary>  public class NewBehaviourScript2 : MonoBehaviour  {  void Start () {  DerivedClass MC = new DerivedClass();  MC.printField();  }  } |

有时，派生类需要访问被隐藏的继承成员。可以使用基类访问表达式访问隐藏的基类成员。基类访问表达式由关键字base后面跟着一个点和成员的名称组成。例如上面例子中的语句：

|  |
| --- |
| Debug.Log(base.myField)  **基类访问表达式** |

## 何时用复合，何时用继承

这是OOP编程中的一个经典的讨论，直至今天仍然争论不休。本书给出以下三个指导原则：

* 谨慎使用基础。新手中滥用继承是比较普遍的现象。虽然继承号称面向对象的三大基石之一，但不正确的使用继承不仅仅是代码维护的灾难，也是真实逻辑的扭曲。在现实OOP编程中，使用继承的情况是不多的。不用继承就不能带来所需要的好处时，才会考虑采用继承。
* 在编程中，需要用到向上转换（Upcasting）时，请考虑采用继承。简单地说，当代码中需要将子类对象当成父类对象使用时，请采用继承。向上转型也是多态的好处之一。将在下一章中详细讲述。
* 用“has-a”和“ia-a”来区分复合和继承，用中文说，就是用“有一个”和“是一个”来区分复合和继承。包含的关系用复合，特殊种类用继承。这是大部分OOP书籍中都要说到的一个通俗的判断方法。详细地说就是：如果觉得新类是原有类中一种特殊的分类，需要具有原有类的一切对外接口，那么采用继承；如果觉得新类对象只包含原有类对象，那么采用复合。打个比方，孔雀是鸟的一种，那么孔雀应当是鸟类的子类，使用基础比较合适。轮胎是汽车的一部分，不能因为汽车使用了论坛，就说汽车是一种特殊的轮胎。所以，轮胎对象应当复合到汽车对象中。

即使有以上3条原则，也不一定能理清思路，因为在实际编程中碰到的情况是相当复杂的，逻辑关系并不一定像比喻的例子那样清楚。碰到这种情况时，请先考虑自己的原有类和新类设计是否恰当？是否容纳了过多的内容，导致判断不清？如果这样，可否做成一个复合类，将其中的逻辑分成功能更细的类独立起来。如果还是不行，那么考虑是否需要向上转型。需要，则优先考虑继承实现，否则采用复合。如果需要向上转型，但是采用继承并不符合逻辑关系，那么这时候可以采用接口（interface）来解决。

## 生物分类学与类

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace \_09\_生物分类学的抽象  {  class Program  {  static void Main(string[] args)  {  Tiger tiger = new Tiger();  tiger.BirthPlace();//定义在Tiger类中,所有老虎都具有的特征  tiger.ToothProperties();//定义在Carnivora中，所有食肉目的动物都具有的特征。  tiger.Live();//生存方式，定义在Animalia中，所有动物都具有的特征  Lion lion = new Lion();  lion.BirthPlace();//定义在Lion类中，所有狮子都具有的特征。、  lion.ToothProperties();//定义在Carnivora中，所有食肉目的动物都具有的特征。  lion.Live();//生存方式，定义在Animalia中，所有动物都具有的特征    }  }  /// <summary>  /// 动物界  /// </summary>  public class Animalia  {  public virtual void Live()  {  Console.WriteLine("只能以光合作用来生存，只能靠捕食植物或其他动物");  }  }  /// <summary>  /// 脊索门  /// </summary>  public class Chordata:Animalia  {  public virtual void HavingChordata()  {  Console.WriteLine("具有脊索；具有背神经管；具有咽鳃裂等");  }  }  /// <summary>  ///哺乳纲  /// </summary>  public class Mammalia:Chordata  {  public virtual void bodyStructure()  {  Console.WriteLine("哺乳动物是全身披毛、运动快速、恒温胎生、体内有膈的脊椎动物，是脊椎动物中躯体结构、功能行为最为复杂的最高级动物类群，因能通过乳腺分泌乳汁来给幼体哺乳而得名");  }  }  /// <summary>  /// 食肉目  /// </summary>  public class Carnivora:Mammalia  {  public virtual void ToothProperties()  {  Console.WriteLine("牙齿尖锐而有力，具食肉齿（裂齿），可将韧带、软骨切断。大齿异常粗大，长而尖，颇锋利，起穿刺作用。");  }  }  /// <summary>  /// 猫科  /// </summary>  public class Felidae:Carnivora  {  public virtual void LimbsProperties()  {  Console.WriteLine("四肢较短些，粗壮而沉重。尾长、末端钝圆。趾行性，足下有数个球形肉垫，均等的承负着体重，形成猫类轻快的的步态。");  }  }  /// <summary>  /// 猫属  /// </summary>  public class Felis:Felidae  {  public virtual void FelisProperties()  {  Console.WriteLine("头圆、颜面部短，前肢五指，后肢四趾，趾端具锐利而弯曲的爪，爪能伸缩。夜行性");  }  }  /// <summary>  /// 种：家猫  /// </summary>  public class FelisDomesticus:Felis  {  public virtual void FelisDomesticusProperties()  {  Console.WriteLine("人类驯养的一种以肉食为主的杂食性动物，由几种旧大陆的小型野猫的杂交后代中通过自然选择而最后衍生的，有一些变种，主要的区别在于皮毛的长短，体形以及尾的有无。");  }  }  /// <summary>  /// 老虎属于猫科  /// </summary>  public class Tiger:Felidae  {  public void BirthPlace ()  {  Console.WriteLine("生在深山");  }  }  public class Lion:Felidae  {  public void BirthPlace()  {  Console.WriteLine("生在草原");  }  }  } |

# 多态

多态，英文叫做“Polymorphism”，意思是多种形态。所谓形态，具体是指数据类型（Data type）。通过继承，一个类可以被当作不止一个数据类型（type）使用，它可以被用做自身代表的数据类型，还可以被当作它的基类所代表的数据类型，乃至它实现的接口的数据类型这一机制称为"多态"。

在C#中，所有的数据类型都是多态的。任意一个数据类型都可以被当作自身来使用，也可以当作Object类型来使用，因为任何数据类型都自动以Object为自己的基类。

使用多态可以解决项目中紧偶合的问题,提高程序的可扩展性，大部分的设计模式都是基于多态而创建的。

多态的主要目的就是程序的可扩展性。多态符合“开放与封闭原则（对修改封闭，对扩展开放）”。

多态的作用：把不同的子类对象都当作父类来看，可以屏蔽不同子类对象之间的差异，写出通用的代码，做出通用的编程，以适应需求的不断变化。

## 里氏替换原则

要的是一个父类类型对象，可以给的是一个子类对象。

## 多态的基础：虚（virtual）方法和覆写（override）方法

使用虚方法可以使基类的引用访问派生类的方法。也就是基类的引用指向派生类的对象。

例如，下面的代码中，有一个基类Car，它的两个派生类Bus和Carriage。还有一个类Person，拥有一个方法参数为基类类型的driver方法。之后再Start方法中，创建了一个person对象，这个对象的driver方法根据其实参的不同程序不同的状态，这就是多态。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  /// <summary>  /// 基类car,拥有虚方法Run  /// </summary>  class Car  {  virtual public void Run()  {  Debug.Log("this is the running car ");  }  }  /// <summary>  /// 派生类carriage，拥有覆写方法Run  /// </summary>  class Carriage:Car  {  override public void Run()  {  Debug.Log("this is the running carriage");  }  }  /// <summary>  /// 派生类Bus，拥有覆写方法Run  /// </summary>  using UnityEngine;  using System.Collections;  using System;  /// <summary>  /// 基类car,拥有虚方法Run  /// </summary>  class Car  {  virtual public void Run()  {  Debug.Log("this is the running car ");  }  }  /// <summary>  /// 派生类carriage，拥有覆写方法Run  /// </summary>  class Carriage:Car  {  override public void Run()  {  Debug.Log("this is the running carriage");  }  }  /// <summary>  /// 派生类Bus，拥有覆写方法Run  /// </summary>  class Bus:Car  {  override public void Run()  {  Debug.Log("this is the running bus");  }  }  /// <summary>  /// 类person拥有driver方法，它可以调用car类中的run方法。  /// </summary>  class person  {  public void Driver(Car car)//形参的数据类型为Car，car参数持有car对象的引用。  {  car.Run();//调用run方法  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  person P = new person();//创建person的实例  Bus B = new Bus();//创建bus的实例  P.Driver(B);//把Bus的引用作为实参传递给形参car（car参数持有car对象的引用）  Carriage C = new Carriage();//创建carriage的实例  P.Driver(C);//同样的对象，同样的Driver方法，不同的行为，这就是多态  }  }/// <summary>  /// 类person拥有driver方法，它可以调用car类中的run方法。  /// </summary>  class person  {  public void Driver(Car car)//形参的数据类型为Car，car参数持有car对象的引用。  {  car.Run();//调用run方法  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  person P = new person();//创建person的实例  Bus B = new Bus();//创建bus的实例  P.Driver(B);//把Bus的引用作为实参传递给形参car（car参数持有car对象的引用）  Carriage C = new Carriage();//创建carriage的实例  P.Driver(C);//同样的对象，同样的Driver方法，不同的行为，这就是多态  }  } |

当我们添加一个新的继承类Truck时，只需要创建一个新的实例，把实例名称作为参数赋值给Driver方法，即可扩展Driver方法，这就是多态的具有的最大的优点。

|  |
| --- |
| class Truck:Car  {  override public void Run()  {  Debug.Log("this is the running bus");  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  person P = new person();  Truck T = new Truck();  P.Driver(T);  }  } |

## 基类引用

派生类的实例由基类的实例加上派生类附加的成员组成。派生类的引用指向整个类对象，包括基类部分。通过派生类对象的引用就可以获取该对象基类部分的引用。如何获取基类的引用呢？使用类型转换运算符把派生类的引用转换为基类类型即可。

例如，下面的代码中，执行“BaseClass B = D”语句后，D持有的引用隐式转换为BaseClass类型的引用，并赋值给B，变量B就可以访问基类中的成员了。

|  |
| --- |
| using UnityEngine;  using System.Collections;  class BaseClass  {  public string Field1 = "this is the BaseClass";  }  class DerivedClass:BaseClass  {    }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  DerivedClass D = new DerivedClass();  BaseClass B = D;  print(B.Field1);//输出结果：this is the BaseClass  }  } |

在[隐藏基类成员](#_隐藏基类成员)这一节中，我们知道可以使用new关键字来隐藏基类中的成员，那么当创建派生类对象后，使用基类引用的结果是什么呢？我们先看看下面的代码。

|  |
| --- |
| using UnityEngine;  using System.Collections;  class BaseClass  {  public string Field1 = "this is the BaseClass";  }  class DerivedClass:BaseClass  {  new public string Field1 = "this is the DerivedClass";    }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  DerivedClass D = new DerivedClass();  BaseClass B = D;  print(B.Field1);//输出结果：this is the BaseClass  }  } |

在执行代码后，输出的结果是：this is the BaseClass。可以得出这样的结论：基类引用访问的是被隐藏的基类成员。也就是说，在创建派生类对象时，基类的成员Field1会在内存中分配位置，只是被隐藏起来，不能通过派生类对象访问。

当覆写了基类中的方法后，又发生什么情况呢？先看看下面的代码。

|  |
| --- |
| using UnityEngine;  using System.Collections;  class BaseClass  {  virtual public void Method()  {  Debug.Log("this is the BaseClass");  }  }  class DerivedClass:BaseClass  {  override public void Method()  {  Debug.Log("this is the DerivedClass");  }    }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  DerivedClass D = new DerivedClass();  BaseClass B = D;  B.Method();//调用Method方法，输出：this is the DerivedClass  }  } |

调用基类中的方法Method后，输出的是覆写中实现的方法，而不再是基类中的方法了。

总结一下，基类的引用即可以访问基类中的成员，也可以访问到派生类中的成员。基类可以调用派生类对象中的成员，这是多态的基础。

## 虚方法特点总结

1. 在父类中把需要设置为虚方法的方法前加virtual标记。
2. 虚方法在父类中必须有实现
3. 子类继承父类后，可以选择对虚方法进行重写也可以选择不重写
4. 当子类重写父类中的方法的时候，必须保证重写后的方法与原方法的访问修饰符、返回值类型、方法名、参数列表完全一致。
5. override标记的方法也可以被重写。也就是说子类的子类也可以重写。

## 抽象类和抽象方法

抽象方法是必需被派生类覆写的方法。它没有实现的方法体，方法体被分号代替。抽象方法只能被声明在抽象类中。抽象方法所在的抽象类不能实例化。抽象方法和抽象类使用abstract修饰符声明。抽象类不能实例化，抽象类中既可以有抽象成员，也可以有实例成员，抽象成员不能时私有的。

抽象方法和虚方法有很多相似之处，常常可以互换。但是它们也有区别：

* 抽象方法只能在抽象类中声明，虚方法则不是。
* 抽象方法必须在派生类中重写，而虚方法则不必。
* 抽象方法不能声明方法实体，虚方法则可以。

下面的代码，使用抽象方法实现了与上例同样的功能：

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  /// <summary>  /// 抽象类car,拥有抽象方法  /// </summary>  abstract class Car  {  abstract public void Run();//抽象方法没有实现体 用分号代替    }  /// <summary>  /// 派生类carriage，拥有覆写方法Run  /// </summary>  class Carriage:Car  {  override public void Run()  {  Debug.Log("this is the running carriage");  }  }  /// <summary>  /// 派生类Bus，拥有覆写方法Run  /// </summary>  class Bus:Car  {  override public void Run()  {  Debug.Log("this is the running bus");  }  }  /// <summary>  /// 类person拥有driver方法，它可以调用car类中的run方法。  /// </summary>  class person  {  public void Driver(Car car)//形参的数据类型为Car，car参数持有car对象的引用。  {  car.Run();//调用run方法  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  person P = new person();  Bus B = new Bus();  P.Driver(B);  Carriage C = new Carriage();  P.Driver(C);  // Car c = new Car(); 会出现错误，因为 抽象类不能实例化  }  } |

### 抽象类特点

抽象类是不能被实例化的类（光说不做）

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace \_05\_抽象类计算圆\_正方形\_矩形的面积和周长  {  class Program  {  static void Main(string[] args)  {  Shape p = new Circle(10);  Console.WriteLine(p.ToString());//输出对象字符串  Console.WriteLine(p.GetArea());//输出面积  Console.WriteLine(p.GetGirth());//输出周长  Console.ReadKey();  }  }  public abstract class Shape  {  /// <summary>  /// 计算面积  /// </summary>  /// <returns></returns>  public abstract double GetArea();  /// <summary>  /// 计算周长  /// </summary>  /// <returns></returns>  public abstract double GetGirth();  }  public class Circle : Shape  {  public Circle(double radius)  {  this.Radius = radius;  }  public double Radius  {  get;  set;  }  public override double GetArea()  {  return Math.PI \* this.Radius \* this.Radius;  }  public override double GetGirth()  {  return 2 \* Math.PI \* this.Radius;  }  }  public class Square : Shape  {  public Square(double side)  {  this.SideLength = side;  }  public double SideLength  {  get;  set;  }  public override double GetArea()  {  return this.SideLength \* this.SideLength;  }  public override double GetGirth()  {  return this.SideLength \* 4;  }  }  public class Rectangle : Shape  {  public Rectangle(double h, double w)  {  this.Height = h;  this.Width = w;  }  public double Height  {  get;  set;  }  public double Width  {  get;  set;  }  public override double GetArea()  {  return this.Width \* this.Height;  }  public override double GetGirth()  {  return 2 \* (this.Width + this.Height);  }  }  } |

## 接口

### 什么是接口

接口就是一种规范、协议，约定好遵循某种规范就可以写出通用的代码。实现了接口的类就具有了规范中定义的能力。

以秦始皇统一六国后实行的“书同文、车同轨”为例。秦统一六国前，诸侯国各自为政，文字的形体极其紊乱。这给政令的推行和文化交流造成了严重障碍。进过整理、参照六国文字，最后创造出一种形体匀圆齐整、笔画简略的新文字，称为“秦篆”，又称“小篆”，作为官方规范文字，同时废除其他异体字。秦篆就是一个接口，只要采用了秦篆这个接口，不论身在何地，都能进行书面交流；战国时期，各诸侯国的道路车轨宽窄不一，严重影响交通往来，秦始皇统一中国后，修建驰道，宽50步，车轨宽6尺。只要生产的车遵循车轨宽6尺的规范，就都能在驰道上行驶。

总结起来，秦篆、车轨与车道的宽度等规范就时规范，而用秦篆书写的文字记录、遵从车轨宽度的马车就是规范的实现（接口的实现）。

—————————————————————————————————————

接口是仅包含一组方法声明，而没有具体的实现代码的引用类型。实现接口的类必须按照接口的定义实现这些方法，从而，实现同一个接口的类都具有这个接口的特征。

接口用来定义“行为规范”。而实现接口的派生类，需要完成接口定义的行为规范。比如，对于动物、人来说，它们都可以run。接口IRun中定义的是run的规范。可以这样说，接口IRun为不相关的类Animal和Human提供了通用功能run；Animal和Human随后实现了run这一功能。

|  |
| --- |
| using UnityEngine;  using System.Collections;  using System;  /// <summary>  /// 接口ICar  /// </summary>  interface IRun  {  void Run();//    }  /// <summary>  /// 实现接口  /// </summary>  class Animal:IRun  {  public void Run()  {  Debug.Log("this is the running Animal");  }  }  /// <summary>  /// 实现接口  /// </summary>  class Human:IRun  {  public void Run()  {  Debug.Log("this is the running Human");  }  }  /// <summary>  /// 类person拥有driver方法，它可以调用Icar类中的run方法。  /// </summary>  class Player  {  public void Driver(IRun iRun)//形参的数据类型为Car，car参数持有car对象的引用。  {  iRun.Run();//调用run方法  }  }  public class NewBehaviourScript : MonoBehaviour {  void Start () {  Player P = new Player();  Human B = new Human();  P.Driver(B);  Animal C = new Animal();  P.Driver(C);  }  } |

通过上面的例子，我们对接口的使用有了简单的了解。接下来我们来详细研究下如何声明与使用接口。

### 什么时候用接口

* 当多个类型不能抽象出合理的父类的时候，但是又要对某些方法进行多态，此时可以考虑使用接口来实现多态。即把公共的方法抽象到一个接口中，然后让不同的子类实现该接口。

|  |
| --- |
| public interface IFlyable  {  void Fly();  }  public class SpiderMan:IFlyable  {  public void Fly()  {  Console.WriteLine("蜘蛛侠在飞……");  }  }  public class Airplane:IFlyable  {  public void Fly()  {  Console.WriteLine("飞机在飞……");  }  }  public class bee:IFlyable  {  public void Fly()  {  Console.WriteLine("蜜蜂在飞……");  }  } |

蜘蛛侠、飞机、蜜蜂，都会飞，但是不能抽象出一个公共的父类。这里我们抽象出一个公共的规范（IFlyable）。实现了这个接口的类都具有规范所给予的能力“飞”。

* 接口可以多实现，解决类的单继承问题，当一个类需要同时继承多个类的行为时，可以考虑使用接口来进行多实现。

|  |
| --- |
| public interface IStopable  {  void Stop();  }  public interface IFlyable  {  void Fly();  }  public class SpiderMan:IFlyable,IStopable  {  public void Fly()  {  Console.WriteLine("蜘蛛侠在飞……");  }  public void Stop()  {  Console.WriteLine("蜘蛛侠停到楼顶");  }  } |

Spiderman类实现了IFlyable和IStopable两个接口，具有了这两个接口规范中给予的能力。

#### 抽象类与接口的区别

抽象类适用于同一系列，并且需要继承的成员

接口适用于不同系列具有相同的动作（行为，动作，方法）。

对于不是相同的系列，但具有相同的行为，这个考虑用接口。

接口解决了类不能多继承问题。

### 声明接口

接口声明可以有任何的访问修饰符。接口的成员只能是函数成员（包含静态函数成员），它不允许有任何访问修饰符（默认为public），而且不能包含任何实现代码。

下面是接口声明的语法，它包含了两个方法成员。

|  |
| --- |
| **接口名称**  **接口关键字**  **访问修饰符**  public interface IMyInterface  {  **分号代替了方法体**  int DoSomething(int val1, int val2);  void DoOtherthing();  } |

### 实现接口

只有类和结构可以实现接口。实现接口的类或结构必须满足以下条件:

* 在基类列表中包含接口名称。例如下面代码演示了MyClass的新声明，它实现了前面内容中声明的IMyInterface接口。注意，冒号后面的基类列表中需要有接口名称。

**接口名称**

**冒号**

|  |
| --- |
| class MyClass : IMyInterface  {  public int DoSomething(int val1, int val2)  {  **实现代码**  return val1 + val2;  }  public void DoOtherthing()  {  Debug.Log("this is implements of interface");  **实现代码**  }  } |

* 如果类实现了接口，它必须实现接口的所有成员。例如上面代码中实现了接口中的所有成员DoSomething和DoOtherthing。如果类不实现接口中成员，需要类为抽象类，成员需要添加abstract修饰符。

|  |
| --- |
| class abstract MyClass : IMyInterface //抽象类  {  public abstract int DoSomething(int val1, int val2)(); //方法没有实现    public void DoOtherthing();//方法没有实现  } |

* 如果类从基类继承并实现接口，基类列表中的基类名称必须放在任何接口之前，如下表所示。

|  |
| --- |
| class MyClass : BaseClass , IMyInterface, IEnumerator  **接口名称**  **基类必须放在最前面** |

#### 显式实现接口

实现接口的时候在方法前加接口名就叫做显式实现接口。

|  |
| --- |
| class Program  {  static void Main(string[] args)  {  I1 i1 = new MyClass();  i1.M1();//i1的类型为I1，通过接口名能访问到私有的I1.M1()。但是I2.M1()对i1来讲是访问不到的。因此这里访问的就是I1.M1()  I2 i2 = new MyClass();  i2.M1();  Console.ReadKey();  /\*----------------输出结果---------------------  \* 这是I1的显式实现  \* 这是I2的显式实现  --------------------------------------------\*/  }  }  public interface I1  {  void M1();  }  public interface I2  {  void M1();  }  public class MyClass:I1,I2  {  //显式实现接口时私有的，必须通过接口名才能访问的到。  void I1.M1()//添加接口名来显式实现接口  {  Console.WriteLine("这是I1的显式实现");  }  void I2.M1()  {  Console.WriteLine("这是I2的显式实现");  }  } |

在上表中，i1和i2调用同样的M1，但是返回了不一样的结果。解决了多个接口具有相同的方法名在调用时的歧义问题。

### 接口引用和as运算符

接口没有实例，接口的引用不能直接访问接口中的方法，然而，我们可以把类对象引用转换为接口类型的引用，就可以来调用接口中的方法了。

先来看看下面的代码。

|  |
| --- |
| using UnityEngine;  using System.Collections;  interface IBaseClass  {  void Method();    }  class DerivedClass:IBaseClass  {  public void Method()  {  Debug.Log("this is the DerivedClass");  }    }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  DerivedClass D = new DerivedClass();  //IBaseClass b1 = new IBaseClass();//不能创建接口的实例。接口的引用不能直接访问接口对象。  IBaseClass B = D;  B.Method();//调用Method方法，输出：this is the DerivedClass    }  } |

其中，Start方法中的语句就是从类对象引用转换为接口引用的示例：

第一行的D变量是一个实现了IBaseClass接口的类对象的引用。第二行中转换类对象DerivedClass的引用为接口IBaseClass的引用，并将它赋值给变量B。第三行使用指向接口的引用来调用实现的方法。

|  |
| --- |
| DerivedClass D = new DerivedClass();  IBaseClass B = D ;  B.Method(); |

除了使用类型转换来获取对象接口的使用，另一个更好的方式是使用as运算符。如果我们使用类型转换将类对象引用转换为类未实现的接口的引用，运行时会抛出一个异常。我们可以通过使用as运算符来避免这个问题。

如果类实现了接口，as所在的表达式返回的接口的引用；如果类没有实现接口，表达式返回null，而不是异常。

如下面的代码演示了as运算符的运用。第二行使用as运算符从类对象引用来获取接口引用。表达式的值会把B的值设置为null或 IBaseClass接口的引用；第三行代码检测了B的值，如果不是null，则执行命令来调用接口的成员。

|  |
| --- |
| DerivedClass D = new DerivedClass();  IBaseClass B = D as IBaseClass;  if(B != null)  {  B.Method();//调用Method方法，输出：this is the DerivedClass  } |

### 多个接口的实现与引用

类或结构可以实现任意数量的接口。所有要实现的接口必须列在基类列表中并以逗号隔开。

由于类可以实现任意数量的接口，有可能两个或多个接口成员都有相同的签名或返回类型。那么如何实现重复的接口成员呢？只需要实现单个成员来满足所有包含重复成员的接口。

在之前的内容中我们知道，通过类型转换可以把对象引用转换为接口类型的引用。如果类实现了多个接口，我们可以获取每一个独立的接口的引用。

例如，下面的类ImplementClass实现了两个接口：IInterface01和IInterface02。其中Method方法是这两个接口中重复的方法。在Start方法中，使用类型转换使使对象的引用分别转换为IInterface01的引用和IInterface02的引用。

|  |
| --- |
| using UnityEngine;  using System.Collections;  interface IInterface01 //声明接口1，有两个规范（方法）  {  void Method01();  void Method(string s);    }  interface IInterface02 //声明接口2，有两个规范（方法）  { ImplementClass  void Method02();  void Method(string str);  }  class ImplementClass:IInterface01, IInterface02  {  public void Method01()//实现接口1的方法  {  Debug.Log("this is the implements of IInterface01");  }  public void Method02()//实现接口2的方法  {  Debug.Log("this is the implements of IInterface02");  }  public void Method(string str)//实现接口1和接口2的重复方法  {  Debug.Log(str);  }    }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  ImplementClass I = new ImplementClass();  IInterface01 i1 = (IInterface01)I;//获取接口1的引用  IInterface02 i2 = (IInterface02)I;//获取接口2的引用  i1.Method01();//调用接口1的实现方法  i2.Method02();//调用接口2的实现方法  }  } |

### 接口成员的实现

接口的成员通常是在实现接口的类或结构中实现的。有时，我们也可以从实现接口的类的基类中继承实现的代码。

例如，在下面的代码中，IInterface接口的成员MPrint与BaseClass的成员MPrint相匹配。DerivedClass派生自BaseClass，而且在基类列表中包含IInterface。即使DerivedClass的声明主体是空的，它也靠基类中的MPrint方法实现了接口IInterface。

|  |
| --- |
| using UnityEngine;  using System.Collections;  interface IInterface  {  void MPrint();  }  class BaseClass  {  public void MPrint()  {  Debug.Log("this is a implement");  }  }  class DerivedClass : BaseClass, IInterface  {  }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  DerivedClass D = new DerivedClass();  IInterface I = (IInterface)D;  I.MPrint();//输出：this is a implement  }  } |

在上一节中，我们已经看到单个成员可以实现多个接口中重复的成员。但是，如果我们希望为每一个接口设值独立的实现方法时该怎么做呢？在这种情况下，我们可以创建显示接口成员实现。它使用限定接口名称（由接口名称和成员名称以及它们中间的点号分隔符构成）来声明，可以为不同的接口实现不同版本的方法。

显示实现的语法样式如下：

|  |
| --- |
| void IInterface01.Method()  {  } |

例如，下面的代码中为两个接口的重复成员Method声明了显示接口成员实现。

|  |
| --- |
| using UnityEngine;  using System.Collections;  interface IInterface01 //声明接口1，有两个规范（方法）  {  void Method();    }  interface IInterface02 //声明接口2，有两个规范（方法）  {  void Method();  }  class ImplementClass:IInterface01, IInterface02  {  void IInterface01.Method()//显示实现接口1的方法  {  Debug.Log("this is the implements of IInterface01");  }  void IInterface02.Method()//显示实现接口2的方法  {  Debug.Log("this is the implements of IInterface02");  }    }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  ImplementClass I = new ImplementClass();  IInterface01 i1 = (IInterface01)I;//获取接口1的引用  IInterface02 i2 = (IInterface02)I;//获取接口2的引用  i1.Method();//调用接口1的显示实现  i2.Method();//调用接口2的显示实现    }  } |

显示实现的接口成员只可以通过指向接口的引用来访问，也就是说，其他的类成员都不可以直接访问它们。

例如，下面的代码演示了类ImplementClass的声明，它使用显示实现实现了IInterface01接口。注意，即使是ImplementClass的另一个成员MPrint，也不可以直接访问显示实现。

|  |
| --- |
| using UnityEngine;  using System.Collections;  interface IInterface01 //声明接口1  {  void Method();    }  class ImplementClass:IInterface01  {  void IInterface01.Method()//显示实现接口1的方法  {  Debug.Log("this is the implements of IInterface01");  }  public void MPrint()  {  ((IInterface01)this).Method();//强制转换当前对象的引用（this）为接口类型的引用，并使用这个指向接口的引用调用显示接口实现  }  } |

### 接口可以继承接口

接口本身可以从一个或多个接口继承。要指定某个接口继承其他的接口，应在接口声明中把基接口以逗号分隔的列表形式放在接口名称的冒号之后。与类不同的是，类的基类列表中只能有一个类名，而接口可以在接口列表中有任意多个接口。

接口继承的声明语法如下:

|  |
| --- |
| interface IDerivedInterface : IInterface01, IInterface02  {  }  **接口列表**  **冒号**  **接口名称** |

下面的代码演示了三个接口的声明，IDerivedInterface接口从前两个继承。

|  |
| --- |
| using UnityEngine;  using System.Collections;  interface IInterface01 //声明接口1  {  void SetMethod();    }  interface IInterface02 //声明接口1  {  void GetMethod();  }  /// <summary>  /// 即使接口的成员声明的主体是空的，它也有两个接口成员 SetMethod和GetMethod  /// </summary>  interface IDerivedInterface : IInterface01, IInterface02  {  }  class ImplementClass:IDerivedInterface  {  public void SetMethod()  {  Debug.Log("this is derived from IInterface01");  }  public void GetMethod()  {  Debug.Log("this is derived from IInterface02");  }    }  public class NewBehaviourScript1 : MonoBehaviour {  void Start ()  {  ImplementClass I = new ImplementClass();  IDerivedInterface D = (IDerivedInterface)I;//转换为IDerivedInterface接口引用  D.SetMethod();//调用接口的实现方法  D.GetMethod();//调用接口的实现方法  }  } |

### 自定义控件中通过接口进行验证

1. 添加User Control
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1. 设计登录界面

3个label，2个textbox，一个button
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1. 设计一个接口ICheckValid，一个类LoginEventArgs。

|  |
| --- |
| //接口  public interface ICheckValid  {  void validatingUserLogin(object sender, LoginEventArgs e);  }  //事件需要的参数  public class LoginEventArgs  {  public string LoginUid { get; set; }  public string LoginPwd { get; set; }  public bool IsValid { get; set; }  } |

1. 在用户控件的类中对数据的采集以及判断后的行为进行处理。

|  |
| --- |
| public partial class UCUserLogin : UserControl  {  public UCUserLogin()  {  InitializeComponent();  }  //接口变量  public ICheckValid CheckValid;  private void button1\_Click(object sender, EventArgs e)  {  //1.采集数据  string uid = txt\_Uid.Text.Trim();  string pwd = txt\_Pwd.Text;  //2.判断接口变量是否为空  if (CheckValid != null)  {  LoginEventArgs evt = new LoginEventArgs();  evt.LoginUid = uid;  evt.LoginPwd = pwd;  //这里是多态。  CheckValid.validatingUserLogin(this, evt);  if (evt.IsValid)  {  this.BackColor = Color.Green;  }else  {  this.BackColor = Color.Gray;  }  }  else  {  this.BackColor = Color.Red;  }  } |

1. 把自定义控件添加到窗口中
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1. 添加接口实现类，在其中对输入进行判断。

|  |
| --- |
| public class MyEventHandler : ICheckValid  {  //接口处理程序  public void validatingUserLogin(object sender, LoginEventArgs e)  {  if (e.LoginUid == "admin" && e.LoginPwd == "888")  {  e.IsValid = true;  }  else  {  e.IsValid = false;  }  }  } |

1. 窗口加载时，为接口变量赋值，，给的是接口的实现类。

|  |
| --- |
| private void Form1\_Load(object sender, EventArgs e)  {  //窗口加载时，为接口变量赋值，给的是子类  ucUserLogin1.CheckValid = new MyEventHandler();  } |

## 谈C#多态的魅力（虚方法，抽象，接口实现）

前言：我们都知道面向对象的三大特性：封装，继承，多态。封装和继承对于初学者而言比较好理解，但要理解多态，尤其是深入理解，初学者往往存在有很多困惑，为什么这样就可以？有时候感觉很不可思议，由此，面向对象的魅力体现了出来，那就是多态，多态用的好，可以提高程序的扩展性。常用的设计模式，比如简单工厂设计模式，核心就是多态。

其实多态就是：允许将子类类型的指针赋值给父类类型的指针。也就是同一操作作用于不同的对象，可以有不同的解释，产生不同的执行结果。在运行时，可以通过指向基类的指针，来调用实现派生类中的方法。如果这边不理解可以先放一放，先看下面的事例，看完之后再来理解这句话，就很容易懂了。  
理解多态之前首先要对面向对象的里氏替换原则和开放封闭原则有所了解。

里氏替换原则（Liskov Substitution Principle）：派生类（子类）对象能够替换其基类（超类）对象被使用。通俗一点的理解就是“子类是父类”，举个例子，“男人是人，人不一定是男人”，当需要一个父类类型的对象的时候可以给一个子类类型的对象；当需要一个子类类型对象的时候给一个父类类型对象是不可以的！

开放封闭原则（Open Closed Principle）：封装变化、降低耦合，软件实体应该是可扩展，而不可修改的。也就是说，对扩展是开放的，而对修改是封闭的。因此，开放封闭原则主要体现在两个方面：对扩展开放，意味着有新的需求或变化时，可以对现有代码进行扩展，以适应新的情况。对修改封闭，意味着类一旦设计完成，就可以独立完成其工作，而不要对类进行任何修改。

对这两个原则有一定了解之后就能更好的理解多态。

首先，我们先来看下怎样用虚方法实现多态。

我们都知道，喜鹊（Magpie）、老鹰（Eagle）、企鹅（Penguin）都是属于鸟类，我们可以根据这三者的共有特性提取出鸟类（Bird）做为父类，喜鹊喜欢吃虫子，老鹰喜欢吃肉，企鹅喜欢吃鱼。

创建基类Bird如下，添加一个虚方法Eat():

    /// <summary>  
    /// 鸟类：父类  
    /// </summary>  
    public class Bird  
    {  
        /// <summary>  
        /// 吃：虚方法  
        /// </summary>  
        public virtual void Eat()  
        {  
            Console.WriteLine("我是一只小小鸟，我喜欢吃虫子~");  
        }  
    }  
创建子类Magpie如下，继承父类Bird，重写父类Bird中的虚方法Eat()：

    /// <summary>  
    /// 喜鹊：子类  
    /// </summary>  
    public  class Magpie:Bird  
    {  
        /// <summary>  
        /// 重写父类中Eat方法  
        /// </summary>  
        public override void Eat()  
        {  
            Console.WriteLine("我是一只喜鹊，我喜欢吃虫子~");  
        }  
    }  
创建一个子类Eagle如下，继承父类Bird，重写父类Bird中的虚方法Eat()：

    /// <summary>  
    /// 老鹰：子类  
    /// </summary>  
    public  class Eagle:Bird  
    {  
        /// <summary>  
        /// 重写父类中Eat方法  
        /// </summary>  
        public override void Eat()  
        {  
            Console.WriteLine("我是一只老鹰，我喜欢吃肉~");  
        }  
    }  
创建一个子类Penguin如下，继承父类Bird，重写父类Bird中的虚方法Eat()：

    /// <summary>  
    /// 企鹅：子类  
    /// </summary>  
    public  class Penguin:Bird  
    {  
        /// <summary>  
        /// 重写父类中Eat方法  
        /// </summary>  
        public override void Eat()  
        {  
            Console.WriteLine("我是一只小企鹅，我喜欢吃鱼~");  
        }  
    }  
到此，一个基类，三个子类已经创建完毕，接下来我们在主函数中来看下多态是怎样体现的。

    static void Main(string[] args)  
    {  
        //创建一个Bird基类数组，添加基类Bird对象，Magpie对象，Eagle对象，Penguin对象  
        Bird[] birds = {  
                       new Bird(),  
                       new Magpie(),  
                       new Eagle(),  
                       new Penguin()  
        };  
        //遍历一下birds数组  
        foreach (Bird bird in birds)  
        {  
            bird.Eat();  
        }  
        Console.ReadKey();  
    }  
运行结果：
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由此可见，子类Magpie，Eagle，Penguin对象可以赋值给父类对象，也就是说父类类型指针可以指向子类类型对象，这里体现了里氏替换原则。

父类对象调用自己的Eat()方法，实际上显示的是父类类型指针指向的子类类型对象重写父类Eat后的方法。这就是多态。

多态的作用到底是什么呢？  
其实多态的作用就是把不同的子类对象都当作父类来看，可以屏蔽不同子类对象之间的差异，写出通用的代码，做出通用的[编程](http://www.2cto.com/kf)，以适应需求的不断变化。  
以上程序也体现了开放封闭原则，如果后面的同事需要扩展我这个程序，还想再添加一个猫头鹰（Owl），很容易，只需要添加一个Owl类文件，继承Bird，重写Eat()方法，添加给父类对象就可以了。至此，该程序的扩展性得到了提升，而又不需要查看源代码是如何实现的就可以扩展新功能。这就是多态带来的好处。

我们再来看下利用抽象如何来实现多态。

还是刚才的例子，我们发现Bird这个父类，我们根本不需要使用它创建的对象，它存在的意义就是供子类来继承。所以我们可以用抽象类来优化它。  
我们把Bird父类改成抽象类，Eat()方法改成抽象方法。代码如下：

    /// <summary>  
    /// 鸟类：基类  
    /// </summary>  
    public abstract class Bird  
    {  
        /// <summary>  
        /// 吃：抽象方法  
        /// </summary>  
        public abstract void Eat();  
    }  
抽象类Bird内添加一个Eat()抽象方法，没有方法体。也不能实例化。  
其他类Magpie，Eagle，Penguin代码不变，子类也是用override关键字来重写父类中抽象方法。  
Main主函数中Bird就不能创建对象了，代码稍微修改如下：

        static void Main(string[] args)  
        {  
            //创建一个Bird基类数组，添加 Magpie对象，Eagle对象，Penguin对象  
            Bird[] birds = {  
                           new Magpie(),  
                           new Eagle(),  
                           new Penguin()  
            };  
            //遍历一下birds数组  
            foreach (Bird bird in birds)  
            {  
                bird.Eat();  
            }  
            Console.ReadKey();  
        }  
执行结果：
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由此可见，我们选择使用虚方法实现多态还是抽象类抽象方法实现多态，取决于我们是否需要使用基类实例化的对象.

比如说 现在有一个Employee类作为基类，ProjectManager类继承自Employee，这个时候我们就需要使用虚方法来实现多态了，因为我们要使用Employee创建的对象，这些对象就是普通员工对象。  
再比如说 现在有一个Person类作为基类，Student，Teacher 类继承Person，我们需要使用的是Student和Teacher创建的对象，根本不需要使用Person创建的对象，  
所以在这里Person完全可以写成抽象类。

总而言之，是使用虚方法，或者抽象类抽象方法实现多态，视情况而定，什么情况？以上我说的两点~

接下来~~~~

我要问一个问题，喜鹊和老鹰都可以飞，这个飞的能力，我怎么来实现呢？

XXX答：“在父类Bird中添加一个Fly方法不就好了~~”

我再问：“好的，照你说的，企鹅继承父类Bird，但是不能企鹅不能飞啊，这样在父类Bird中添加Fly方法是不是不合适呢？”

XXX答：“那就在能飞的鸟类中分别添加Fly方法不就可以了吗？”

对，这样是可以，功能完全可以实现，可是这样违背了面向对象开放封闭原则，下次我要再扩展一个鸟类比如猫头鹰（Owl），我还要去源代码中看下Fly是怎么实现的，然后在Owl中再次添加Fly方法，相同的功能，重复的代码，这样是不合理的，程序也不便于扩展；

其次，如果我还要添加一个飞机类（Plane），我继承Bird父类，合适吗？

很显然，不合适！所以我们需要一种规则，那就是接口了，喜鹊，老鹰，飞机，我都实现这个接口，那就可以飞了，而企鹅我不实现这个接口，它就不能飞~~

好，接下来介绍一下接口如何实现多态~

添加一个接口IFlyable，代码如下：

    /// <summary>  
    /// 飞 接口  
    /// </summary>  
    public interface IFlyable  
    {  
        void Fly();  
    }  
喜鹊Magpie实现IFlyable接口，代码如下：

    /// <summary>  
    /// 喜鹊：子类，实现IFlyable接口  
    /// </summary>  
    public  class Magpie:Bird,IFlyable  
    {  
        /// <summary>  
        /// 重写父类Bird中Eat方法  
        /// </summary>  
        public override void Eat()  
        {  
            Console.WriteLine("我是一只喜鹊，我喜欢吃虫子~");  
        }  
        /// <summary>  
        /// 实现 IFlyable接口方法  
        /// </summary>  
        public void Fly()  
        {  
            Console.WriteLine("我是一只喜鹊，我可以飞哦~~");  
        }  
    }  
老鹰Eagle实现IFlyable接口，代码如下：

    /// <summary>  
    /// 老鹰：子类实现飞接口  
    /// </summary>  
    public  class Eagle:Bird,IFlyable  
    {  
        /// <summary>  
        /// 重写父类Bird中Eat方法  
        /// </summary>  
        public override void Eat()  
        {  
            Console.WriteLine("我是一只老鹰，我喜欢吃肉~");  
        }

        /// <summary>  
        /// 实现 IFlyable接口方法  
        /// </summary>  
        public void Fly()  
        {  
            Console.WriteLine("我是一只老鹰，我可以飞哦~~");  
        }  
    }  
在Main主函数中，创建一个IFlyable接口数组，代码实现如下：

    static void Main(string[] args)  
    {  
        //创建一个IFlyable接口数组，添加 Magpie对象，Eagle对象  
        IFlyable[] flys = {  
                       new Magpie(),  
                       new Eagle()  
        };  
        //遍历一下flys数组  
        foreach (IFlyable fly in flys)  
        {  
            fly.Fly();  
        }  
        Console.ReadKey();  
    }  
执行结果：
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由于企鹅Penguin没有实现IFlyable接口，所以企鹅不能对象不能赋值给IFlyable接口对象，所以企鹅，不能飞~

好了，刚才我提到了飞机也能飞，继承Bird不合适的问题，现在有了接口，这个问题也可以解决了。如下，我添加一个飞机Plane类，实现IFlyable接口，代码如下：

    /// <summary>  
    /// 飞机类，实现IFlyable接口  
    /// </summary>  
    public  class Plane:IFlyable  
    {  
        /// <summary>  
        /// 实现接口方法  
        /// </summary>  
        public void Fly()  
        {  
            Console.WriteLine("我是一架飞机，我也能飞~~");  
        }  
    }  
在Main主函数中，接口IFlyable数组，添加Plane对象：

    class Program  
    {  
        static void Main(string[] args)  
        {  
            //创建一个IFlyable接口数组，添加 Magpie对象，Eagle对象，Plane对象  
            IFlyable[] flys = {  
                           new Magpie(),  
                           new Eagle(),  
                           new Plane()  
            };  
            //遍历一下flys数组  
            foreach (IFlyable fly in flys)  
            {  
                fly.Fly();  
            }  
            Console.ReadKey();  
        }  
    }  
执行结果：

![\](data:image/jpeg;base64,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)

由此，可以看出用接口实现多态程序的扩展性得到了大大提升，以后不管是再扩展一个蝴蝶（Butterfly），还是鸟人（Birder）创建一个类，实现这个接口，在主函数中添加该对象就可以了。  
也不需要查看源代码是如何实现的，体现了开放封闭原则！

接口充分体现了多态的魅力~~

以上通过一些小的事例，给大家介绍了面向对象中三种实现多态的方式，或许有人会问，在项目中怎么使用多态呢？多态的魅力在项目中如何体现？  
那么接下来我做一个面向对象的简单计算器，来Show一下多态在项目中使用吧！

加减乘除运算，我们可以根据共性提取出一个计算类，里面包含两个属性 Number1和Number2，还有一个抽象方法Compute();代码如下：

    /// <summary>  
    /// 计算父类  
    /// </summary>  
    public abstract class Calculate  
    {  
        public int Number1  
        {  
            get;  
            set;  
        }  
        public int Number2  
        {  
            get;  
            set;  
        }  
        public abstract int Compute();  
    }  
接下来，我们添加一个加法器，继承计算Calculate父类：

    /// <summary>  
    /// 加法器  
    /// </summary>  
    public class Addition : Calculate  
    {  
        /// <summary>  
        /// 实现父类计算方法  
        /// </summary>  
        /// <returns>加法计算结果</returns>  
        public override int Compute()  
        {  
            return Number1 + Number2;  
        }  
    }  
再添加一个减法器，继承计算Calculate父类：

    /// <summary>  
    /// 减法器  
    /// </summary>  
    public class Subtraction : Calculate  
    {  
        /// <summary>  
        /// 实现父类计算方法  
        /// </summary>  
        /// <returns>减法计算结果</returns>  
        public override int Compute()  
        {  
            return Number1 - Number2;  
        }  
    }  
在主窗体FormMain中，编写计算事件btn\_Compute\_Click，代码如下：

    private void btn\_Compute\_Click(object sender, EventArgs e)  
    {  
        //获取两个参数  
        int number1 = Convert.ToInt32(this.txt\_Number1.Text.Trim());  
        int number2 = Convert.ToInt32(this.txt\_Number2.Text.Trim());  
        //获取运算符  
        string operation = cbb\_Operator.Text.Trim();  
        //通过运算符，返回父类类型  
        Calculate calculate = GetCalculateResult(operation);  
        calculate.Number1 = number1;  
        calculate.Number2 = number2;  
        //利用多态，返回运算结果  
        string result = calculate.Compute().ToString();  
        this.lab\_Result.Text = result;  
    }  
    /// <summary>  
    /// 通过运算符，返回父类类型  
    /// </summary>  
    /// <param name="operation"></param>  
    /// <returns></returns>  
    private Calculate GetCalculateResult(string operation)  
    {  
        Calculate calculate = null;  
        switch (operation)  
        {  
            case "+":  
                calculate = new Addition();  
                break;  
            case "-":  
                calculate = new Subtraction();  
                break;  
        }  
        return calculate;  
    }  
在该事件中主要调用GetCalculateResult方法，通过运算符，创建一个对应的加减乘除计算器子类，然后赋值给父类，其实这就是设计模式中的简单工厂设计模式，我给你一个运算符你给我生产一个对应的加减乘除计算器子类，返回给我。。其实大多数的设计模式的核心就是多态，掌握好多态，设计模式看起来也很轻松。

现阶段工作已经完成，但是过了一段时间，又添加新的需求了，我还要扩展一个乘法了，那好，很简单只要创建一个乘法计算器继承Calculate父类即可，看代码：

    /// <summary>  
    /// 乘法计算器  
    /// </summary>  
    public  class Multiplication:Calculate  
    {  
        public override int Compute()  
        {  
            return Number1\*Number2;  
        }  
    }  
然后在GetCalculateResult函数中添加一个case 就好了：

    switch (operation)  
    {  
        case "+":  
            calculate = new Addition();  
            break;  
        case "-":  
            calculate = new Subtraction();  
            break;  
        case "\*":  
            calculate = new Multiplication();  
            break;  
    }  
执行结果：

## 多态的意义与目的

多态的意义：程序的可扩展性。

多态的最终目的：节省成本、提高效率。

## 面向对象的编程的使用建议

在编程时，要面向抽象进行编程，使用抽象（父类，抽象类，接口），而不使用具体。原因请参考1.2.4依赖倒置原则 (the Dependency Inversion Principle DIP)

在定义方法参数、返回值、声明变量的时候能用抽象就不用具体。能使用接口就不使用抽象，能用抽象就不用类，能用父类就不用子类。原因参考1.2.3里氏替换原则 (the Liskov Substitution Principle LSP)以及1.2.2开闭原则（the Open Closed Principle OCP）。

避免使用“体积庞大的接口”、”多功能接口“，会造成”接口污染“（因为实现借口需要实现所有的接口中定义的方法，多余的方法造成污染）。只把相关联的一组成员定义到一个接口中。这是单一职责原则应用在接口上，叫做接口隔离原则（（the Interface Segregation Principle ISP））。

当有多种功能时，可以定义多个职责单一的接口（组合使用）。就好像印刷术与活字印刷术一样，具有可扩展性。符合1.2.1单一职责原则（Single Responsibility Principle）。

# 匿名类型

匿名类型是方便程序员编程用的，编译器遍编译时会自动加上类名，并且自动生成只读的字段和属性。

在只使用一次的情况下，可以用匿名类型来加快开发速度。

|  |
| --- |
| //匿名类型  var car = new {Brand="布加迪威龙",Speed="350",Price="1300万"};  Console.WriteLine(car.Brand);//访问你们类型的属性。是只读的  Console.WriteLine(car.Price);  Console.WriteLine(car.Speed);  Console.ReadKey(); |

# 浅拷贝和深拷贝

拷贝：将对象在内存中重新创建一份。

创建2个类，代码如下：

|  |
| --- |
| class Person  {  private string \_name;  public string Name  {  get { return \_name; }  set { \_name = value; }  }  private string \_gender;  public string Gender  {  get { return \_gender; }  set { \_gender = value; }  }  private int \_age;  public int Age  {  get { return \_age; }  set { \_age = value; }  }  public Car Mycar;  }  class Car  {  private string \_brand;  public string Brand  {  get { return \_brand; }  set { \_brand = value; }  }  } |

之后在入口函数进行如下操作：

|  |
| --- |
| static void Main(string[] args)  {  Person p1 = new Person();  Person p2 = p1;//没有发生拷贝  } |

在p1赋值为p2时，并没有发生拷贝，因为p1、p2指向的是同一个对象。

## **浅拷贝**

当针对一个对象浅拷贝的时候，对于对象的值类型成员，会复制其本身，对于对象的引用类型成员，仅仅复制对象引用，这个引用指向托管堆上的对象实例。

在Person类中添加一个浅拷贝的方法

|  |
| --- |
| public Object clone()  {  return MemberwiseClone();  } |

在主函数中的代码如下:

|  |
| --- |
| Person p1 = new Person();  p1.Age = 12;  p1.Mycar = new Car();  p1.Mycar.Brand = "audi";  Person p2 = (Person)p1.clone();//浅拷贝  p2.Age = 14;//修改值类型  p2.Mycar.Brand = "QQ";//修改引用类型  Console.WriteLine(p1.Age);//12  Console.WriteLine(p1.Mycar.Brand);//QQ.引用类型  Console.ReadLine(); |

调用clone方法进行拷贝时，值类型成员，会复制其本身，对于对象的引用类型成员，仅仅复制对象引用

所以，浅拷贝关键点是对引用类型拷贝的是对象引用，这个引用指向托管堆上的对象实例。改变原对应引用类型的值，会影响到复制对象。

## 深拷贝

对引用成员指向的对象也进行复制，在托管堆上赋值原先对象实例所包含的数据，再在托管堆上创建新的对象实例。

在Person类中添加一个深拷贝的方法

|  |
| --- |
| public Object clone1()  {  Person p = new Person();  p.Name = this.Name;  p.Age = this.Age;  p.Gender = this.Gender;  p.Mycar = new Car();  p.Mycar.Brand = this.Mycar.Brand;  return p;  } |

在主函数中的代码如下:

|  |
| --- |
| Person p = new Person();  p.Mycar = new Car();  p.Mycar.Brand = "audi";  Person p1 = (Person)p.clone1();  p1.Mycar.Brand = "QQ";  Console.WriteLine(p.Mycar.Brand);//还是原来的值：audi  Console.ReadLine(); |

深拷贝后，两个对象的引用成员已经分离，改变原先对象引用类型成员的值并不会对复制对象的引用类型成员值造成影响。

### 序列化和深拷贝

当类的成员比较多时，一个个赋值速度会很忙，这时可以用序列化来快速实现深拷贝。

序列化需要实现序列化特性：

|  |
| --- |
| [Serializable]  class Person  {  private string \_name;  public string Name  {  get { return \_name; }  set { \_name = value; }  }  private string \_gender;  public string Gender  {  get { return \_gender; }  set { \_gender = value; }  }  private int \_age;  public int Age  {  get { return \_age; }  set { \_age = value; }  }  public Car Mycar;  }  [Serializable]  class Car  {  private string \_brand;  public string Brand  {  get { return \_brand; }  set { \_brand = value; }  }  }  } |

在Person类中添加如下代码：

|  |
| --- |
| /\*  \* //使用序列化和反序列化进行复制  public object Clone1()  {  BinaryFormatter bf = new BinaryFormatter();  MemoryStream ms = new MemoryStream();  bf.Serialize(ms, this); //复制到流中  ms.Position = 0;  return (bf.Deserialize(ms));  }  \*/  public object SerializeClone()  {  //创建二进制序列器  BinaryFormatter bf = new BinaryFormatter();  //创建内存缓冲区  byte[] bytes = new byte[2000];  //创建内存流，内存流写入区为缓冲区  using (MemoryStream ms = new MemoryStream(bytes))  { //通过流，序列化当前类到内存缓冲区。  bf.Serialize(ms, this);  }  object o;  using (MemoryStream ms = new MemoryStream(bytes))  { //通过流，反序列化  o = bf.Deserialize(ms) as object;  }  return o;  } |

在主函数中调用SerializeClone进行深拷贝

|  |
| --- |
| Person p1 = new Person() { Age = 19, Name = "hao", Gender = "male" };  p1.Mycar = new Car();  p1.Mycar.Brand = "audi";  Person p2 = (Person)p1.SerializeClone();  p2.Mycar.Brand = "QQ";  Console.WriteLine(p1.Mycar.Brand);//audi  Console.ReadLine(); |

# 类型操作

## GetType方法获取类的类型

|  |
| --- |
| Person p = new Student();  string t = p.GetType().ToString();//输出p的类型  string tp = p.GetType().BaseType.ToString();//输出p的父亲的类型  string tpp = p.GetType().BaseType.BaseType.ToString();//输出p的父亲的父亲类型  string tppp = p.GetType().BaseType.BaseType.BaseType.ToString();//输出p的父亲的父亲的父亲类型  Console.WriteLine(t);  Console.WriteLine(tp);  Console.WriteLine(tpp);  Console.WriteLine();  Console.ReadLine(); |

## 判断向下转换是否成功

向下转换通是不安全的，是有条件限制的，当我们尝试引用在内存中实际不存在的类成员时，编译器不会报异常，但是在系统运行时遇到它们会抛出一个异常。可以用is和as来判断是否转换成功，转换成功再执行代码，这样就不会引发异常。

|  |  |
| --- | --- |
| is | as |
| Person p = new Student();  if (p is Student)  {  Student s = (Student)p;  }  else  {  Console.WriteLine("类型转换失败");  } | Person p = new Student();  Student s = (Student)p as Student;  if(s != null)  {  Console.WriteLine("ok");  } |

在上面的代码中，推荐使用as运算符。因为as只需要一次类型转换，而is需要两次类型转换。

## 判断是否是同一个对象

判断是否是同一个对象有三种方式：

* Equals
* ==
* object.ReferenceEquals

我们先来研究前两种方法：

|  |  |
| --- | --- |
| public virtual bool **Equals**(object obj)  {  return RuntimeHelpers.Equals(this, obj);  } | public static bool **operator** **==** (string a, string b)  {  return Equals(a, b);  } |

从上面可以发现，“==”进行判断实际上就是用Equals进行判断。而Equals方法是个虚方法，它判断对象是否相同的依据是“是否指向同一个对象”。以下面的代码为例：

|  |
| --- |
| class Program  {  class Person  {  public int age;  }  static void Main(string[] args)  {  Person p1 = new Person();  p1.age = 18;  Person p2 = new Person();  p2.age = 20;  bool e1 = p1.Equals(p2);  bool e2 = (p1 == p2);    Console.WriteLine(e1); //输出为false  Console.WriteLine(e2); //输出为false  Console.ReadKey();  }      } |

用Equals和“=”进行判断的结果都是false。因为p1和p2指向的堆并不是同一块地址。p1和p2指向的地址，可以用vs的immediate window（即时窗口）进行调试。

首先，打个断点，开始调试:
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然后在即时窗口中输入： &p1， &p2查看这两个变量中保存的对象在堆中的地址。
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从上图中，可以发现，p1和p2指向的并不是同一个对象，所以返回值为false。

如果对以下的2个对象进行判断，返回值应该是什么？

|  |
| --- |
| Person p2 = new Person();  p2.age = 20;  Person p3 = p2;  bool e3 = p2.Equals(p3);  Console.WriteLine(e3);//输出为True |

我们再用即时窗口调试，就知道为什么会true了“
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接下来我们来看下特殊的对象：字符串。

|  |
| --- |
| string s1 = new string(new char[]{'h','a','o'});  string s2 = new string(new char[] { 'h', 'a', 'o' }); Console.WriteLine(s1.Equals(s2)); |

上面代码输出的结果是什么呢？ 我们用immediate window查看一下：
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s1和s2指向的并不是同一个对象，那么返回值应该时flase喽!，但是实际上返回的却是true，这是为什么呢？

因为在开头我们研究Equals方法时就说过，在object中定义的Equals是个虚方法，在string类型中对其进行了重写，判断两个对象是否相等，不再是判断是否同一块内存了，而是判断2个对象中的值是否相同。

我们也来重写一下类，使本来要返回false的地方返回值为true.

|  |
| --- |
| class Program  {  class Person  {  public int age;  /// <summary>  /// 重写Equals方法  /// </summary>  /// <param name="obj"></param>  /// <returns></returns>  public override bool Equals(object obj)  {  Person p = obj as Person;  if(p!=null)  {  if(p.age==this.age)  {  return true;  }else  {  return false;  }  }else  {  return false;  }    }  }  static void Main(string[] args)  {  Person p1 = new Person();  p1.age = 19;  Person p2 = new Person();  p2.age = 19;  Console.WriteLine(p1.Equals(p2));//即时不是一个对象，返回值却为true    Console.ReadKey();  }      } |

所以用Equals并不是一定安全与正确的，用静态类object.ReferenceEquals来判断两个对象是否同一个对象，却能保证百分百正确，因为它不支持重写，永远判断的是两者是否指向同一个对象。

|  |
| --- |
| string s1 = new string(new char[] { 'h', 'a', 'o' });  string s2 = new string(new char[] { 'h', 'a', 'o' });  Console.WriteLine(object.ReferenceEquals(s1,s2)); //返回值为false |

1. 注意：这里的对外接口不是OOP编程中的接口类型。这里的对外接口表示类公开的成员（字段、方法、属性等） [↑](#footnote-ref-1)